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Abstract

Biometric authentication systems pose privacy risks, as leaked
templates such as iris or fingerprints can lead to security
breaches. Fully Homomorphic Encryption (FHE) enables se-
cure encrypted evaluation, but its deployment is hindered by
large ciphertexts, high key overhead, and limited trust mod-
els. We propose the Bidirectional Transciphering Framework
(BTF), combining FHE, transciphering, and a non-colluding
trusted party to enable efficient and privacy-preserving bio-
metric authentication. The key architectural innovation is the
introduction of a trusted party that assists in evaluation and
key management, along with a double encryption mechanism
to preserve the FHE trust model, where client data remains
private. BTF addresses three core deployment challenges: re-
ducing the size of returned FHE ciphertexts, preventing clients
from falsely reporting successful authentication, and enabling
scalable, centralized FHE key management. We implement
BTF using TFHE and the Trivium cipher, and evaluate it on
iris-based biometric data. Our results show up to a 121 x re-
duction in transmission size compared to standard FHE mod-
els, demonstrating practical scalability and deployment poten-
tial.

1 Introduction

Authentication serves as the first line of defense, ensuring that
only legitimate users are authorized to access resources, data,
or systems. As cloud services expand rapidly, especially with
the rise of online banking, e-commerce, and IoT devices, weak
authentication mechanisms can lead to significant security is-
sues. Therefore, the need for a robust authentication system
is critical for verifying user identity and protecting sensitive
information.

The current biometric authentication system, particularly
for online authentication without the use of a Trusted Exe-
cution Environment (TEE) [32f], requires the server to store
either the raw or transformed biometric data of the user. Stor-
ing raw biometric data presents a significant privacy risk, as
this sensitive information becomes a prime target for attackers
if the server is compromised. To mitigate this risk, technolo-
gies such as cancelable biometrics [[29] and biometric cryp-
tosystems (BCS) [34] transform the biometric data into a non-

reversible format. While these transformed data types do not
expose the raw biometric information directly in the event of a
breach, they are not entirely risk-free. If the transformed data
or the associated helper data in BCS is not sufficiently secured,
attackers may still exploit this information to impersonate the
user. Although these systems are designed to minimize such
risks through robust cryptographic techniques, vulnerabilities
can still arise depending on the implementation.

Fully Homomorphic Encryption (FHE) [23}35] is highly
suited for privacy-sensitive scenarios because it allows servers
to perform computations on encrypted data without needing to
decrypt it, unlike traditional models. This ensures that biomet-
ric data, once encrypted on the client side, remains encrypted
during transmission, storage, and evaluation (matching). Fur-
thermore, FHE is primarily based on lattice-based cryptogra-
phy, which is considered resistant to quantum attacks, making
it post-quantum secure. Given these advantages, construct-
ing biometric authentication systems using FHE is emerging
as a promising trend, offering a higher level of security and
resilience against server compromises.

Despite FHE being one of the most secure cryptographic
technologies, it still faces several challenges when it comes to
practical deployment—particularly in terms of evaluation time
and ciphertext size. For instance, in the TFHE [8[|9] scheme,
which is a logic-based FHE approach, a ciphertext can be more
than 2, 000 times larger than a single plaintext bit, depending
on the security leve Similarly, the CKKS [6}/7]] encryption
scheme, which is a popular arithmetic-based scheme, allows
SIMD operations that pack multiple plaintexts into a single ci-
phertext, yet still struggles with large ciphertext sizes. There-
fore, the significant ciphertext expansion, compared to sym-
metric ciphers that do not require such overhead, remains a
major obstacle to the practical use of FHE.

Transciphering [1L|10L21L25/27] is a technique for convert-
ing one encryption scheme to another to achieve a balance be-
tween security and efficiency. In the context of FHE, tran-
sciphering allows the system to leverage the powerful eval-
uation capabilities of FHE on the server side, while relying
on lightweight symmetric encryption during transmission be-
tween the client and server.

The key idea is to homomorphically decrypt a stream ci-
pher ciphertext that has itself been encrypted under the FHE

For example, when n = 630, for a A\ = 128-bit security level
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Table 1: Comparison of Approaches in Biometric Authentication. (SC represents stream cipher)

Reference Single Server | Transcipher | Return Size | | Biometric System Symmetric Cipher Encryption Scheme
Balenbois et al. [1] v v X X Trivium & Kreyvium TFHE
Cho et al. [10] v v X X HERA CKKS
Zhou et al. [37]] v X X v N/A Functional Encryption
Barrero et al. [19] X X X v N/A Paillier
Our Work X v v v FHE-friendly SC FHE

scheme. Specifically, the client first encrypts a message m
using a symmetric stream cipher with key &, resulting in a ci-
phertext ¢ = E(m, k). Rather than encrypting m directly un-
der FHE, the client sends c to the server. The server then en-
crypts ¢ under the FHE public key pk, producing Enc(c, pk).
It then performs a homomorphic decryption of ¢ to obtain
Enc(m)—the message now encrypted under the FHE scheme.
This transformation enables the client to benefit from the low
overhead of symmetric encryption while offloading the more
costly homomorphic operations to the server. Importantly, be-
cause the client transmits only a small symmetric ciphertext,
the network overhead remains comparable to traditional en-
crypted communication, avoiding the large transmission costs
associated with native FHE ciphertexts.

1.1 Transciphering Challenges in Authentica-
tion Systems

While it may seem straightforward to naively adapt existing
transciphering frameworks to the domain of FHE-based bio-
metric authentication, several practical challenges arise in this
setting. Most notably, current transciphering approaches pri-
marily focus on minimizing the transmission overhead from
the client to the server. However, they often overlook the
size of the ciphertext returned to the client after computation,
which can also contribute significantly to the overall network
overhead.

Another challenge arises from the trust model typically as-
sumed in FHE-based systems. After the server completes the
homomorphic evaluation, the authentication result remains en-
crypted under the client’s key, meaning only the client can
decrypt it. In this setting, the server must rely on the client
to report whether authentication was successful. However,
this creates a security vulnerability: a malicious client could
falsely claim a successful authentication, thereby compromis-
ing the integrity of the system. As a result, the traditional FHE
model—where only the client possesses the decryption key—
can be fundamentally unsuitable for biometric authentication,
where the correctness of the result must be verifiable by the
server.

Lastly, the server must handle multiple cryptographic keys
from each client, which introduces substantial scalability con-
cerns. In particular, the client is required to transmit both a
public key for encrypting the stream ciphertext under the FHE
scheme and an evaluation key for enabling homomorphic oper-
ations. Under our TFHE implementation, the size of the pub-
lic key is approximately 4.93 MB, while the evaluation key
reaches 41.6 MB. These values correspond to a single client.

As the number of clients increases, the cumulative overhead
of managing and transmitting these large keys can overwhelm
the network, significantly impacting the system’s scalability
and practicality.

1.2 Our Work

In this work, we propose a novel approach called the Bidirec-
tional Transciphering Framework (BTF), which leverages
transciphering techniques and FHE to improve the network ef-
ficiency of biometric authentication systems. Our goal is to
enable the practical deployment of secure, privacy-preserving
FHE-based authentication. A key architectural change in our
framework, compared to the traditional FHE setting, is the in-
troduction of a trusted party—similar to what is commonly as-
sumed in practical biometric systems. Importantly, the client’s
private data remains hidden from both the server and the
trusted party, under the assumption that these entities do not
collude. Each party holds a portion of the keying material for
the doubly encrypted data, and thus, without collusion, neither
entity can recover the client’s sensitive information.

Our framework systematically addresses the challenges out-
lined above. First, in our framework, the FHE-encrypted au-
thentication result generated by the server is not returned di-
rectly to the client. Instead, it is sent to the trusted party, which
performs the decryption using the FHE secret key. The trusted
party then re-encrypts the result using a symmetric stream ci-
pher and sends this lightweight ciphertext to the client. As a
result, multi-kilobyte FHE ciphertexts are never transmitted to
the client, thereby reducing the network overhead that would
otherwise be incurred in traditional FHE-based systems.

Second, the authentication result is decrypted and verified
by the trusted party, preventing the client from falsely claiming
successful authentication.

In addition to result verification, our framework also assigns
the trusted party the role of generating and distributing the
FHE keys, including the public key and evaluation key, to both
the client and the server. Since only the trusted party holds the
secret key and performs decryption, a single key pair (pk, evk)
can be safely shared among multiple clients under the assump-
tion that the trusted party does not collude with the server. This
eliminates the need for each client to generate and transmit
distinct FHE keys, which is required in traditional models and
scales poorly.

Our contributions are as follows:

* We propose a novel framework for biometric authentica-
tion that leverages transciphering to reduce network over-
head and address key management challenges, enabling a



scalable and practical FHE-based protocol.

* We introduce a bidirectional model that eliminates the
need to transmit large FHE ciphertexts to the client by
offloading result decryption to a trusted party and return-
ing a lightweight stream cipher ciphertext.

* We propose a double encryption scheme that protects the
symmetric key used for stream cipher encryption against
both the server and the trusted party, ensuring privacy
even under semi-honest but non-colluding assumptions.

* We implement and evaluate our system using the TFHE
and Trivium schemes, demonstrating up to 121x re-
duction in client-to-server transmission size compared
to baseline FHE models, along with practical scalability
across multiple clients.

1.3 Related Works

Privacy-preserving biometric authentication has been exten-
sively studied, particularly in the domains of biometric cryp-
tosystems [26l34]], cancellable biometrics [29,30], and biomet-
ric authentication leveraging HE [[19]. For a thorough review
in these areas, the reader is referred to the comprehensive sur-
vey by [36]. In this section, however, we focus on discussing
the most relevant works that incorporate transciphering and
FHE within the context of biometric authentication. A com-
parison of these works is presented in Table [I]

Homomorphic transciphering was first introduced by
Naehrig [25]], and since then, several subsequent works have
emerged. Balenbois et al. 1] present a framework for transci-
phering using the TFHE scheme in conjunction with TFHE-
friendly ciphers, namely Trivium [12] and Kreyvium [4].
Their work proposes a single-server model for the transcipher-
ing framework, evaluating various encoding methods to design
a homomorphic decryption circuit with the goal of optimizing
time performance.

Cho et al. [10] provide a transciphering framework based
on the CKKS scheme, introducing a CKKS-friendly cipher
called HERA. Their work presents an optimized homomor-
phic decryption circuit tailored to the CKKS scheme. Both
works [[1,|10] assume a single-server model where only the
valid user possesses the secret key. However, neither work
addresses the challenge of handling the returning FHE cipher-
text, as the secret key remains solely with the client.

Zhou et al. [37] employ a functional encryption (FE)
scheme [2]] to construct a privacy-preserving biometric authen-
tication system. The central idea is that the user’s encrypted
biometric features are compared, and the result is returned in
plaintext using FE, after which the server makes an authenti-
cation decision based on the result. However, their work does
not address the issue of transciphering during the transmission
phase, which leads to network overhead.

Barrero et al. [[19]] present a biometric authentication sys-
tem based on the Paillier cryptosystem [28]], an additive HE
scheme grounded in the decisional composite residuosity as-
sumption. The proposed system employs a two-server archi-
tecture: one server stores the encrypted biometric template,

while the user computes the similarity score based on newly
extracted features from the probed fingerprint, encrypts the
result, and sends it to an authentication server. The authen-
tication server decrypts the result and notifies both the client
and the database server of the authentication outcome. Al-
though the work does not specifically address network over-
head caused by Paillier ciphertexts, it should be noted that the
overhead is relatively small compared to that of FHE cipher-
texts.

2 Preliminaries

2.1 Notation

Bold uppercase letters denote matrices (e.g., A), bold lower-
case letters indicate vectors (e.g., a), and italic letters represent
scalars (e.g., a). For binary representations of scalars, we use
bracket notation (e.g., a[i]), where a[i] is the i-th bit of scalar
a. The FHE scheme is denoted by Enc, while E refers to the
symmetric stream cipher (5C) scheme. For a positive integer
k, [k] = {1,2,...,k} denotes the index set. We use super-
scripts such as FHE to indicate homomorphic operations. For
example, ©FHE denotes the XOR operation performed on ci-
phertexts under the FHE scheme.

2.2 Homomorphic Encryption (HE)

HE enables computations to be performed directly on en-
crypted data. A special type of HE, called Fully Homomor-
phic Encryption (FHE), supports both addition and multiplica-
tion operations with an arbitrary number of operations. One of
the most prominent underlying problems that FHE leverages
is the Learning With Errors (LWE) [31,/33|] problem, which is
considered resistant to quantum attacks.

Since Gentry’s introduction of the bootstrapping tech-

nique [16]], which reduces ciphertext noise by homomorphi-
cally decrypting noisy ciphertexts, enabling an arbitrary num-
ber of operations on encrypted data, FHE has been exten-
sively researched. Subsequent work has introduced various
FHE schemes, including GSW-based [8,|15, (18] and BGV-
based [3}/7] schemes. GSW-based schemes are optimized for
implementing Boolean logic gates, while BGV-based schemes
efficiently support arithmetic operations such as addition and
multiplication.
Torus Fully Homomorphic Encryption (TFHE). TFHE [8,
9]] is among the most widely used schemes within GSW-based
FHE [18]], utilizing different types of ciphertexts for message
encryption and bootstrapping over the torus T = R/Z, i.e.,
real numbers modulo 1.

Definition 1 (LWE Sample over T). An LWE sample over the
torus T = R/Z is defined as a pair (a,b), where a is a vector
sampled uniformly at random from T™, and b = (a,s) + e.
Here, s is a secret key vector sampled from a key distribution
over B", where B = {0, 1}, and e is an error term drawn from
a Gaussian distribution x over R.



Definition 2 (Decisional LWE Problem over T). Given an ar-
bitrary number of samples, the decisional LWE problem over
the torus T is to distinguish between samples of the form (a, b),
where (a, b) is an LWE sample with b = a - s + e for a fixed
secret key s, and samples drawn uniformly from T™ x T.

The decisional LWE assumption states that solving the LWE
problem—that is, distinguishing an LWE sample from a ran-
dom sample with a probability better than 1/2—is computa-
tionally infeasible for some security parameter \.

Definition 3 (Public Key of LWE Sample). The public key set
pky, of an LWE sample is defined as {(a;, b;) }ic[n,.], where

each a; & T is a vector sampled uniformly from T", and
bi = a; - s+ e;. Here, s = (s1,...,8,) is the secret key
vector, uniformly drawn from B™, and e; is an error term sam-
pled from a Gaussian distribution x over R. ny, denotes the
number of elements in the vector m.

We present the basic functionality of TFHE, focusing exclu-
sively on the LWE sample-based approach as follows.

* (pk, sk, evk) & Enc.KeyGen(17%€). The secret key sk =
s, public key pk, and evaluation key evk are generated
based on the security parameter Apye.

e ct + Enc(m,pk). The message m € B is encrypted
using the public key pk, producing the LWE ciphertext ct.
Specifically, the public key pk = (a, b) is an LWE sample
under the secret key s, and the ciphertext is defined as
ct = (a,b) + (0,Ecd(m)), where Ecd is an encoding
function in TFHE that maps m to a torus element y, with
1~ 1/4and 0+ 0.

* m < Dec(ct,sk): Given the ciphertext ct = (a,b) and
the secret key sk = s, compute b — a - s to retrieve the
torus element y with some noise e. Then, round y to the
nearest encoding value, either 0 or 1/4, and decode (E™1)
it to obtain the original message m.

* Enc(f(m1, ma), pk) < Eval(f,cty, cta, evk). The eval-
uation function Eval performs the operation f on the ci-
phertexts ct; and ct, using the evaluation key evk, pro-
ducing a new ciphertext that corresponds to f(m1, ms).

Remark 1. The notation Enc(m, pk,,,) denotes a set of nm
LWE samples in the public key set pk,,, associated with the
message vector m = {mq,...,my_}, where each m; €
B. For each m;, the corresponding LWE sample pk,, ; =
(a;,b;) € pky, is used for encryption, i.e., Enc(m;, pkyy, ;).

Remark 2. The notation Enc(m) omits pk,, for simplicity
and readability. Thus, Enc(m) is understood as Enc(m, pk,,,)
unless otherwise specified.

2.3 Transciphering

Transciphering is a technique that converts ciphertexts from
one encryption scheme to another, typically from a symmetric

encryption scheme to a FHE scheme. This concept was first
proposed by Naehrig et al. [25]], who introduced transciphering
as a potential solution to mitigate network congestion caused
by the large ciphertexts in FHE systems.

Client Server

evk Enc(c, pk)

Eval(E!,-)

|

Enc(m)

m ——|  E() Enc(-, pk)

c Enc(:)

Figure 1: General Transciphering Framework.

The transciphering framework operates as follows: the
client first encrypts a message m using a symmetric cipher E
with key k, producing the ciphertext ¢ = E(m, k). The client
transmits ¢ along with the evaluation key evk to the server.
Upon receipt, the server encrypts ¢ under the FHE scheme,
yielding Enc(c, pk). Next, the server uses evk to homomorphi-
cally evaluate the decryption function of the symmetric cipher,
Eval(E™1, ¢), resulting in Enc(m), the FHE-encrypted form of
the original message without revealing the plaintext.

As shown in Fig. [I] during transmission, the symmet-
ric ciphertext c is sent to the server, which significantly re-
duces network congestion compared to sending Enc(m, pk)
directly. At the final stage of transciphering, the server ob-
tains Enc(m, pk), enabling homomorphic evaluation on m
with the privacy-preserving properties of FHE. However, when
the server produces a result Enc(r, pk), it cannot decrypt it.
Therefore, the FHE ciphertext must be sent back to the client,
introducing network congestion at the return phase.

2.4 FHE-friendly Stream Cipher

Original works [5,/17] focused on homomorphic implemen-
tations of AES; however, these showed poor performance
in terms of homomorphic decryption of the AES circuit.
This inefficiency is due to AES not being suitable for ho-
momorphic operations, as it involves large multiplicative
depth. Subsequent research proposed FHE-friendly ciphers,
such as Rasta [13]], Dasta [20], Trivium [[12f], Kreyvium [4],
FiLIP [24], and Pasta [|14], which are defined over 5 (i.e., the
plaintext values are binary). These ciphers are designed to be
lightweight and efficient for FHE evaluation, enabling faster
homomorphic decryption of stream cipher.

As a representative example, Trivium operates using three
shift registers of different lengths. After random selection of
the key k and the initial vector I'V, the internal state undergoes
1,152 iterations of updating through the following recurrence



relations over [Fy:

Vi = Zi—111 + Zi—110 - Zi—109 *+ Zi—66 + Vi—69,
Wi = Vj—93 + Vj—92 - Vi—91 + Vi—e6 + Wi—78,

Zj = Wj—g84 + W;—83 - W;j—82 + Wi—69 + 2i—87-

Here, v, w, and z are the shift registers of lengths 84, 93, and
111 bits, respectively. After this initialization phase, Trivium
produces the keystream vector k = (ky, ks, . .. ) using the fol-
lowing equation:

ki = zi_111 + vi—93 + Wi—g4 + Zi_e6 + Vi—p6-

ey

Below is a general description of the functionality provided
by an FHE-friendly stream cipher.

o (k,IV) & E.KeyGen(1*sm). The key vector k and ini-
tialization vector I'V are generated based on the security
parameter Asym.

* E.Init(k,IV). The stream cipher is initialized with the
key k and initialization vector IV. This step loads the
internal state, which typically consists of shift registers,
to prepare for keystream generation.

* k «+ E.KeyStream(l). A keystream vector k = (kq, ...,
k;) is generated by the stream cipher, according to the
recurrence relation (Eq.[I).

e ¢; < E(mi,k;). Each ciphertext bit ¢; is produced
by XORing the message bit m; with the corresponding
keystream bit k;: ¢; = m; ® k;.

3 Challenges and Overview of Our Ap-
proach

3.1 Problems in Traditional Biometric Authen-
tication Systems

We classify traditional biometric authentication systems into
two representative categories: Standard FHE-based authenti-
cation (ST-FHE) and original transciphering over FHE (Orig-
TC) (see Fig. 24 and Fig. 2b). While both approaches aim
to enable privacy-preserving biometric matching, they suffer
from critical limitations such as high network overhead and
complex key management. We summarize and contrast these
limitations below.

Standard FHE-based Biometric Authentication (ST-FHE).
ST-FHE systems are conceptually straightforward but imprac-
tical for real-world deployment due to severe network and stor-
age overhead. For instance, encrypting a single iris feature
vector of size 0.25 KB using LWE-based TFHE produces a ci-
phertext of approximately 4.93 MB under our implementation
(see Section [§)—a roughly 20,000x expansion. This enor-
mous size leads to significant network congestion even during
registration or verification for a single user. Furthermore, each
client must transmit a large evaluation key evk to the server,
which in our setting amounts to 41.6 MB.

Original Transciphering over FHE (Orig-TC). Orig-TC
systems offer a promising approach to mitigating ciphertext
transmission overhead by allowing clients to send lightweight
stream ciphertexts instead of heavy FHE ciphertexts. How-
ever, this comes with nontrivial costs. To enable homomor-
phic evaluation, the server must re-encrypt the received stream
ciphertexts under the client-specific FHE public key pk,, in or-
der to perform homomorphic decryption and obtain Enc(m)
using the associated decryption key dk. As a result, the server
must be provisioned with a set of FHE keys—specifically,
pk., dk—which must be transmitted from each client and
stored by the server. This per-client key requirement intro-
duces both communication and storage overhead, particularly
in large-scale deployments. These issues are further analyzed
in Section[3land Section [6l

Lack of Result Verifiability. A shared limitation of both ST-
FHE and Orig-TC is the reliance on the client to decrypt the
final authentication result. Since the result remains encrypted
under the client’s secret key, only the client can decrypt it and
determine whether authentication was successful. This opens
the possibility for malicious clients to falsely claim successful
authentication, as the server cannot independently verify the
result. This lack of verifiability compromises the integrity of
the authentication process and highlights the need for a third
party that can securely decrypt and report the result without
exposing sensitive biometric data.

3.2 Brief Explanation of Our Work

Our proposed approach aims to reduce the network congestion
caused by large ciphertexts and key sizes during both the trans-
mission and return phases of biometric authentication systems

(see Fig. 2d).

Trusted Party with Double Encryption. The key architec-
tural change in our design is the introduction of a trusted
party. Our novelty lies in ensuring that neither the trusted party
nor the server can access the client’s biometric data indepen-
dently. Specifically, the client performs double encryption of
the stream cipher key k: first under the FHE public key pky,
which is shared with the trusted party, and then under a sym-
metric key k’, which is shared with the server. Under the non-
collusion assumption, this setup guarantees that the biometric
data remains inaccessible to any third party alone, preserving
the privacy guarantees of FHE while relaxing the trust model
for practical deployment.

Efficient Key Management and Scalability. Beyond dou-
ble encryption, our framework improves key management. In
contrast to traditional approaches where clients generate and
transmit unique FHE key pairs, our system allows the trusted
party to generate and distribute shared public and evaluation
keys. These keys, particularly the large evaluation key evk, can
be reused across clients and securely shared with the server.
Since communication between the trusted party and the server
often occurs over a high-speed channel, the network overhead
associated with key transmission is further minimized.
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Figure 2: Comparison of biometric authentication architectures. We illustrate three designs: (a) standard FHE-based authentica-
tion (ST-FHE), (b) original transciphering over FHE (Orig-TC), and (c¢) our proposed Bidirectional Transciphering Framework
(BTF). Our work minimizes network overhead through reduced returning ciphertext size and enables efficient key management

via a trusted party and a high-speed channel.

4 Design of BTF Protocol

Assumption. Our work is designed to minimize network over-
head while preserving privacy during biometric authentication.
It involves three main parties: the client (C), the server (S), and
the trusted party (7P). Both the server and trusted party are
assumed to be non-colluding, semi-honest entities; they follow
the protocol but are curious about the client’s biometric data.
Protocol Structure. The BTF framework operates across
three main stages: the setup stage, registration stage (RS), and
verification stage (VS). The setup stage includes two phases:
the Key Distribution Phase (KDP) and the Initialization Phase
(INP). In KDP, both FHE and stream cipher keys are dis-
tributed. INP manages the initialization of the stream cipher at
C and its FHE counterpart at S. The RS handles client biomet-
ric data registration, while the VS performs the authentication
procedure (see Alg.[T).

Algorithm 1: BTF Overview

Input: Biometric sample m or m’, Arye, Asym
Output: Authentication result to C and S

Setup:
/+ Key Distribution Phase (KDP)

BTF.KeyDiSt(AFHE, >\Sym)
/+ Initialization Phase (INP)

| BTF.Init(k, IV, dk, evk)

Registration Stage:
BTF.Register(m, pk,,evk) // Register
template

«/

*/

Verification Stage:
/* Notify auth.

| BTF.Verify(m', pk./,

result to C and S
evk)

*/

4.1 Setup Stage
4.1.1 Key Distribution Phase (KDP)

TP
(o)
pki, pke
l \ evk f l
C S
k —| Enc(;, pkk) : v . v
K’ K
dk —|  E()
|
E(dk, k') EC) | dk

Figure 3: Overview of Key Distribution Phase.

KDP ensures the generation and distribution of crypto-
graphic keys (see Fig. [3). The FHE keys are distributed to
both C and S, while the secret key sk remains with 7 P. This
phase involves the following steps (see Alg. [2)).

First, 7P generates the FHE key set based on the security
parameter A\pye. Then, it securely distributes the public key
pky to C for encrypting the stream cipher key k, and sends
both the public key pk.—used for encrypting stream cipher-
text—and the evaluation key evk to S.

C selects a stream cipher E (e.g., Trivium or Kreyvium)
based on the required security level Asym. The client then gen-



Algorithm 2: BTF.KeyDist(ArHE, Asym)

Input: Security parameters AfHE, Asym
Output: Keys distributed to C and S
TP:

sk, pky, Pk, evk & Enc.KeyGen(17F+E)
Distribute pky to C, and pk,, evk to S

Select stream cipher E based on Asym

k, IV & E.KeyGen(1'sm)
/+ dk: homomorphic SC decryption key */
dk + Enc(k, pky)

K &l

/* Double encryption of dk %/
Encrypt dk with k’ to obtain E(dk, k')

Send E(dk,k’) to S

Send IV, k' to S via TLS

S:
L Decrypt E(dk, k’) using k’ to obtain dk

erates a random symmetric key k and an initialization vector
IV for this cipher. To secure the symmetric key, C encrypts k
with the public key pky, resulting in the FHE ciphertext of k,
denoted as Enc(k, pky ), or dk for simplicity.

Next, C generates a secondary symmetric key k’ for double

encryption, selected uniformly at random as k’ & 1k, where
lqk denotes the bit length of the homomorphic decryption key
dk. The client then encrypts dk using the stream cipher E with
the key k’, producing the doubly encrypted key E(dk,k’). C
shares k’ and the initialization vector IV with S over a se-
cure TLS channel, enabling the server to decrypt the stream-
encrypted key E(dk, k’).

4.1.2 Initialization Phase (INP)

C S
IV —| Enc(:) |—— Enc(IV)
k —| E.nit(:) l
dk —{ EFME.Init()
I
v

=i

EFHE KeyStream(ly,) — Enc(

Figure 4: Overview of Initialization Phase.

In INP, C and S initialize both the symmetric stream ci-
pher E and its homomorphic counterpart EFHE (see Alg. [3|and
Fig. ). Specifically, C initializes E using the key k and ini-
tialization vector I'V. On the server side, S encrypts IV under

the FHE public key to obtain Enc(IV), and then uses the ho-
momorphic decryption key dk to initialize EFHE. The server
then generates a sequence of homomorphically encrypted key

stream bits, denoted as Enc(k), of length ly,, where Iy, is the
bit-length of the biometric feature vector.

Algorithm 3: BTF.Init(k, IV, dk, evk)
Input: k, IV, dk, evk
Output: Initialized (plain and FHE) stream ciphers
C:
| E.Init(k,IV)
S:
Cctyv < Enc(IV)

/* Initialize homomorphic stream cipher =/

EFHE Init(ctrv, dk, evk)
Enc(k) < EFHE KeyStream(ly,)

4.2 Registration Stage (RS)
¢ S
@ T e — Enc‘((u) Enc(ii)
m J“”
E.KeyStream(ly,) ki E() Enc(c;) ®™E Enc(k;)
| |

Enc(w;)

Enc(-)

Figure 5: Overview of Registration Stage.

In RS, the client’s biometric data is processed, encrypted,
and securely stored at the server (see Fig. 5] and Alg. ). C
begins by using a biometric device to extract raw biometric
data such as an iris, face, or fingerprint sample, denoted as
m € M. The data m is then transformed via a function f into
a feature vector w € W, where f : M — W may involve
techniques such as hashing or feature extraction. C generates a

key stream k & E.KeyStream(ly,), where Iy, is the bit-length
of the feature vector w. Each bit w; is then XORed with the
corresponding key stream bit k;, resulting in the encrypted fea-
ture vector ¢ = [c1, ¢a, ..., €1, |, Which is transmitted to S.

Upon receiving the encrypted feature vector ¢ from C, S
encrypts each element ¢; = w; @ k; using the public key pk,,
resulting in ciphertexts Enc(c;). (For simplicity, we omit pk
from notation in the remainder of this section.)

Next, S generates the corresponding homomorphic key

stream Enc(k) & EFHE KeyStream(ly,). S then per-
forms homomorphic stream cipher decryption by evaluat-
ing the inverse of the encryption function: Enc(w;) <
Eval(E~!, Enc(c;), Enc(k;), evk). Since this corresponds to a

bitwise homomorphic XOR operation, it can be expressed as:



Algorithm 4: BTF.Register(m, pk,, evk)

Algorithm 5: BTF .Verify(m', pk.., evk)

Input: Biometric data m, pk., evk
Output: Encrypted feature vector Enc(w)

C:
m is extracted using a biometric device
/+ Transform m into feature vector x/
w < f(m)
k & E.KeyStream(ly) // lw: length of w
/+ Encrypt each bit of feature w */
c «+ E(w,k)
Send ¢ = [c1, ¢2, .. 01, tOS
S:
Enc(c, pk.)
/* Homomorphic SC decryption (evk req.) */
for: =1tol, do -
| Enc(w;) < Enc(c;) ®™E Enc(k)
Store template Enc(w) at S

Enc(w;) = Enc(c;) ©ME Enc(k;), where ©FHE denotes XOR
evaluated over ciphertexts.

This operation yields the homomorphic encryption of the
feature vector element w;, since ¢; & k; = (w; ® EL) ok, = w;.
Finally, the encrypted feature vector Enc(w) is securely stored
as a biometric template at S.

4.3 Verification Stage (VS)

———Enc(c)  Enc(k)

Q S N | |

Enc(c}) FHE Enc(k!)

E.KeyStream(ly) . E

Enc(w!)

Enc(-) Eval(ETM, -, evk) [—— Enc(w;)

sk Dec(+) r ’
TP T

Enc(r)

Figure 6: Overview of Verification Stage.

In VS, C follows a process similar to the registration stage,
with the primary difference occurring in the final matching and
authentication steps (see Fig. [6|and Alg.[5). First, C captures
a new biometric sample m’ € M, transforms it into a feature
vector w' = f(m’), and generates a corresponding key stream

K &E KeyStream(ly). The feature vector is then encrypted
using the same XOR-based method as in RS, resulting in ¢’ =
[c},...,¢_,], which is sent to S.

Upon receiving ¢/, S encrypts each element under the FHE
public key pk., and generates the corresponding homomorphic

Input: Biometric data m’, pk.., evk
Output: Authentication result to C and S

C:
Capture new biometric data m’
w' = f(m')
K & E.KeyStream(ly’)
/* Encrypt each bit of feature w’ */
for i = 1 to [y do
| ci=wi@k;
Send ¢’ = [c},...,¢ ] t0 S
S:

Enc(c’, pke/)

Enc(k’) & EFHE KeyStream(ly)
for: = 1toly do
L Enc(w}) < Enc(c;) ©ME Enc(k})
/* Error tolerance matching (ETM) */
Enc(r) < Eval(ETM, Enc(w), Enc(w’), evk)
Send Enc(r) to TP
TP:
r < Dec(Enc(r), sk)
Notify auth. result to both C and S

key stream Enc(k’) & EFHE KeyStream(ly). Homomorphic
stream cipher decryption is then performed as in RS to recover
the encrypted feature vector Enc(w’).

Next, S evaluates the error tolerance matching algorithm
Eval(ETM, Enc(w), Enc(w’), evk) to determine the authenti-
cation result. The matching algorithm can be instantiated with
various distance metrics such as Euclidean distance [22] or
Hamming distance [37]. The result is an FHE-encrypted bit
Enc(r), where r € {0, 1} indicates whether the authentication
was successful.

Finally, S sends Enc(r) to the trusted party 7P, which de-
crypts it using the secret key sk and communicates the result
to both C and S, thereby concluding the verification phase.

S Comparative Network Efficiency

In this section, we compare the network efficiency of three bio-
metric authentication models: Standard FHE (ST-FHE), orig-
inal transciphering over FHE (Orig-TC), and our work (BTF).
We begin by outlining the data and key movement patterns in
the baseline models, then highlight the communication advan-
tages of our design. We also discuss additional components in-
troduced in our framework, which incur only minor overhead
and are outweighed by the gains in scalability and efficiency.
Tab. [2] provides a comprehensive overview of data and key
movement across the three frameworks, including the commu-
nication direction (e.g., C — &), the cryptographic scheme of
each component (FHE vs. stream cipher), and whether data is
stored or used temporarily during processing (marked with A).



Table 2: Key and data movement across three FHE schemes for biometric authentication: Standard FHE (ST — FHE), original

transciphering over FHE (Orig — TC), and our scheme (BTF).

The black triangle (A) denotes data temporarily used during

processing and not stored locally. Red boxes indicate FHE components, while blue boxes represent symmetric stream cipher

components.

Framework Data sk pke pke ek k kK dk E(dk,k’) ¢ Enc(w) Enc(w’) Enc(r) r
c—-S X X X X X X X X X X
ST_FHE S—=C X X X X X X X X X X X X
c X A A X X X X X A A A X
S X x X x X X X X A A X
c—>S X X X X X X X x X
Oig-TC S—=C X X X X X X X X x X X X
c A A A X A X A X X A X
S X X X X X A A A X

TP—C X X X x X X X X X X x V]

TP=S X X X X X X X X X X
c—=S X X X X X X X X X X
ows (BTF) S7C K X X X x X X X X X X X X
o SoTP X X X X X X X X X X X X
TP A A X x X X X X X X X
C X Ao x X A A A A X X X A
S X X X X A A A X A

5.1 Baseline Communication Workflows

Standard FHE. In the ST — FHE model (see Fig. 2a), the
client generates the FHE key set (sk, pk,, evk) and transmits
the evaluation key evk to the server during the setup stage.
During the registration and verification stages, the client sends
the encrypted biometric feature Enc(w) or Enc(w’), respec-
tively, to the server. In the verification stage, the server per-
forms homomorphic evaluation and returns the encrypted au-
thentication result Enc(r) to the client, who then decrypts it
using the secret key sk to obtain the result r.

Original Transciphering. In the Orig— TC model
(see Fig. [I), the client generates the FHE key set
(sk, pky, pk,,evk), along with a stream cipher key k and an
initialization vector IV. The stream cipher key k is then en-
crypted using the FHE public key pky, producing the homo-
morphic decryption key dk = Enc(k, pk, ). During the key
distribution phase (KDP), the client transmits pk., evk, dk,
and IV to the server.

Yokl

During the registration and verification stages, the client
sends a stream-encrypted biometric feature vector c
E(w, k) during registration (or ¢’ during verification) to the
server. The server then performs homomorphic stream cipher
decryption to recover Enc(w) or Enc(w’), respectively. As in
the ST-FHE model, the server returns the encrypted authen-
tication result Enc(r) to the client, who decrypts it using the
secret key sk to obtain the final result.

5.2 Network Efficiency Gains in Our Model

Efficient Channel from 7P to S. As described in Sec-
tion 3.2] our model assumes a high-bandwidth, low-latency
channel between 7P and S—a reasonable deployment sce-
nario when both parties operate within a shared or co-located
infrastructure, such as a cloud-based authentication backend.
In contrast, the C-to-S and 7 P-to-C channels typically tra-
verse standard internet connections with bandwidth around 10
Mbps. By comparison, the dedicated channel between TP
and S can reach 10-100 Gbps using modern data center net-
working, enabling over 1,000 x faster data transfer. Our design
leverages this architectural asymmetry to offload large crypto-
graphic artifacts (e.g., evk, Enc(r)) away from the bandwidth-
constrained client path.

Gain #1: Minimizing C to S Key Transfer Overhead. In
both the ST-FHE and Orig-TC frameworks, a major source of
network overhead arises from transmitting the evaluation key
evk and the public key pk.—used for encrypting the stream
ciphertext—over the client-to-server channel. These keys are
substantially larger than most other cryptographic data, as we
quantify in Section[§] By contrast, our model offloads this bur-
den by having 7 P generate and transmit both evk and pk. to S
over the high-bandwidth 7P-to-S channel. Moreover, while
Tab. [2] presents communication for a single client, the scala-
bility challenge becomes more severe as the number of clients
increases—leading to cumulative congestion over the C-to-S
channel due to repeated transmission of heavy FHE keys and
encrypted feature vectors. This scalability issue is analyzed in
further detail in Section



Gain #2: Improving Network Efficiency for FHE-
encrypted Biometric Templates. In the ST-FHE frame-
work, the client transmits the biometric feature vector to the
server during both the registration and verification stages.
Under the TFHE128 parameter set, encrypting a 0.5 KB
biometric feature vector results in a FHE ciphertext of ap-
proximately 5.17 MB. Given that verification occurs fre-
quently in biometric authentication, repeatedly transmitting
such large FHE-encrypted data imposes substantial network
overhead—especially as the number of clients grows. In con-
trast, our model and the Orig-TC framework incur no such
overhead, as the biometric feature is transmitted using a sym-
metric stream cipher without ciphertext expansion.

Gain #3: Eliminating Overhead from FHE-encrypted Au-
thentication Results. In both the ST-FHE and Orig-TC mod-
els, the server returns the authentication result to the client as
an FHE-encrypted ciphertext Enc(r), which is approximately
20,000x larger than a single plaintext bit. While the Orig-TC
framework reduces the size of outbound biometric data by us-
ing stream ciphers, it still overlooks the substantial overhead
associated with returning ciphertexts. As the number of clients
grows, this cumulative server-to-client return-channel load be-
comes increasingly significant and contributes to network con-
gestion.

By contrast, our bidirectional model offloads FHE decryp-
tion to 7P, leveraging the efficient 7P-to-S channel to carry
the authentication result. The server sends Enc(r) to TP,
which decrypts it using the FHE secret key and returns the
plaintext result 7 to both the client and the server, thereby elim-
inating the need to transmit large ciphertexts—such as Enc(r)
in the ST-FHE and Orig-TC models—back to the client.

5.3 Minor Overhead from Supporting Keys

Minor Overhead #1: Additional Public Key pk, via 7P-
to-C Channel. While pk, is locally generated and used by the
client in the Orig-TC model, it is not transmitted across the
network. In contrast, our model requires the trusted party to
generate pk, and send it to the client during the setup phase.
This key is used by the client to encrypt the stream cipher
key k, producing the homomorphic decryption key dk that is
forwarded to the server. Although this introduces a one-time
communication overhead over the standard 7 P-to-C channel,
the key pk is incomparable in size to heavier elements such as
the evaluation key evk (see Section [g)), is used only temporar-
ily, and does not contribute to recurring network costs.

Minor Overhead #2: Network Overhead Associated with
dk and k’. Unlike the ST-FHE model, both our model and the
Orig-TC model require the transmission of dk for homomor-
phic stream cipher decryption of the encrypted feature vector
Enc(c) to recover Enc(w). However, the size of dk is negli-
gible compared to the full FHE-encrypted biometric template
transmitted in ST-FHE.

Our model differs from both ST-FHE and Orig-TC by intro-
ducing an additional encryption layer on the stream cipher key
k. After k is encrypted under the FHE scheme to produce dk,
it is further encrypted using a symmetric stream cipher with

10

a session key k', resulting in E(dk, k’). While this extra en-
cryption step adds a small overhead, the size of E(dk,k’) is
identical to dk due to the non-expanding nature of symmetric
encryption. As a result, the only additional cost is the trans-
mission of the session key k’, which is small in size and sent
only once during setup through C-to-S channel.

6 Key Management and Scalability

In this section, we compare the three biometric authentica-
tion frameworks—ST-FHE, Orig-TC, and our work—in terms
of key management and system scalability as the number of
clients n. increases. While the previous section focused on
network efficiency in a single-client setting, we now analyze
how each framework handles the overhead and complexity of
managing cryptographic keys and biometric data across many
clients (see Tab.[3).

Table 3: Locally stored keys for each party across three FHE-
based frameworks for biometric authentication.

Party Framework Stored Keys
ST — FHE N/A
TP Orig — TC N/A
Ours sk, evk
ST — FHE {Ski}ie[nc]
c Orig -TC {Ski}ie[nc]’ {kz}LE[nc]
Ours {ki}ie[nc]
ST — FHE {evki}ie[nc]
S Orig = TC  {evki}icn.]> {Pke, Yicn.]> 1dKiticn.]
Ours evk, pke, {dki }icin,)

6.1 Standard FHE.

Key Management. In the ST-FHE framework, each of the n.
clients independently generates and holds a unique FHE key
pair (pk;,sk;). The server, on the other hand, must store n,
evaluation keys {evk;};c[, ], one for each client, in order to
perform homomorphic operations. Since the client encrypts
its own biometric feature vector w; locally, it does not need
to transmit its public key pk; to the server. As a result, pk;
can be generated and used temporarily by the client without
contributing to persistent key management overhead.
Network Scalability. The dominant scalability overhead in
the ST-FHE framework arises not from key management, but
from the transmission and storage of FHE-encrypted biometric
templates across n.. clients. In addition, the returning authenti-
cation results—though smaller—are still FHE ciphertexts and
contribute to the overall communication load.



6.2 Original Transciphering.

Key Management. In the Orig-TC model, each client holds
a secret key sk; for homomorphic encryption and decryption,
as well as a symmetric cipher key k; for stream cipher en-
cryption. On the server side, key management becomes sig-
nificantly more complex, as the server must store the eval-
uation keys {evk;};c[n, ], the homomorphic decryption keys
{dki}icin.]> and the public keys {pk. }ic[n.] used to encrypt
the stream ciphertexts.

Network Scalability. Although Orig-TC alleviates the trans-
mission and storage burden of FHE-encrypted biometric tem-
plates by using compact stream cipher ciphertexts, it still re-
turns the authentication result as an FHE-encrypted ciphertext
via the S-to-C channel. As the number of clients increases, this
returning ciphertext overhead accumulates and contributes to
scalability challenges.

6.3 Our Work.

Key Management. In our proposed model, key management
is optimized by offloading FHE key generation and distribu-
tion to 7P. Each client is only responsible for managing a
lightweight symmetric key k;, used for encrypting biometric
data via a stream cipher. Unlike the ST-FHE and Orig-TC
frameworks, our model does not require each client to gener-
ate a unique FHE key pair. Instead, 7P generates a single
global FHE key set (pk,, evk, sk), which is reused across the
system. The server synchronizes with 7P using this key set
and maintains only the public key pk., evaluation key evk, and
the client-specific homomorphic decryption keys {dk;};cs,]-
Meanwhile, 7P stores the secret key sk and the same evalua-
tion key evk centrally.

This design eliminates the need to manage O(n.) public

and evaluation key pairs, significantly reducing key manage-
ment overhead. Since evk and pk, are by far the largest com-
ponents in terms of size, centralizing their management yields
substantial scalability gains as the system grows.
Network Scalability. In addition to efficient key management,
our architectural design contributes significantly to network
scalability. Since biometric templates are encrypted using a
lightweight stream cipher and the final authentication result
is returned in a compact, non-FHE ciphertext (e.g., encrypted
using a symmetric cipher), the size of both transmission com-
ponents remains effectively constant regardless of the number
of clients. As the system scales, neither the biometric template
nor the authentication result introduces additional ciphertext
expansion, making our framework well-suited for seamless de-
ployment in large-scale biometric authentication systems.

7 Security and Privacy of Our Model
7.1 Double Encryption of Symmetric Cipher
Key

To protect the client’s private biometric data from being ex-
posed to third parties, our model assumes two honest-but-
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curious entities: the server and the trusted party. Both entities
follow the protocol but may attempt to learn sensitive infor-
mation if possible. To prevent either party from independently
recovering the stream cipher key k, we adopt a double en-
cryption strategy.

First, the client encrypts k using the FHE scheme under
the public key pky, producing the homomorphic decryption
key dk = Enc(k, pk, ). If this ciphertext were sent directly
to the server, the trusted party—holding the FHE secret key
sk—could decrypt dk and recover k, enabling it to derive the
keystream and decrypt the client’s biometric data. This would
violate the privacy guarantees of the system.

To mitigate this, the client encrypts dk again using a sym-
metric stream cipher with a randomly chosen session key k',
resulting in E(dk,k’). This ensures that neither the server
(which only knows k’) nor the trusted party (which only knows
sk) can independently decrypt and access k. This design guar-
antees that k remains hidden unless the server and trusted
party collude, thereby preserving client privacy under the non-
collusion assumption.

7.2 Trusted Party Authentication

In our protocol, 7P enhances result integrity by decrypting
the final authentication result Enc(r), which is obtained by the
server after executing the error tolerance matching algorithm.
In contrast, traditional models such as ST-FHE and Orig-TC
rely on the client to decrypt and interpret the authentication re-
sult, which introduces a critical vulnerability: a compromised
client could falsely claim authentication success. Since the
server does not possess the FHE secret key sk, it is unable to
decrypt the result on its own and must fully trust the client’s
response—thereby opening the door to dishonest behavior and
unverifiable outcomes.

By delegating decryption to 7P, our model ensures that the
result r is independently verified and communicated to both
the client and the server. This design not only prevents tam-
pering but also eliminates reliance on client honesty, thereby
significantly enhancing the integrity and trustworthiness of the
authentication process.

8 Evaluation

8.1 Environment Setup

System Configuration. The experiments were conducted on a
system powered by a 13th Gen Intel Core 19-13900K processor
with 24 cores and 32 threads, running Ubuntu 24.04 LTS. For
GPU-accelerated parallel processing, the system was equipped
with an NVIDIA GeForce RTX 4060 Ti GPU with 16 GB of
memory, utilizing CUDA version 12.4.

Encryption Schemes and Parameters. The TFHE scheme
was employed for all FHE operations, utilizing version 1.1
of the TFHE library to implement the BTF framework. For
the TFHE parameters, we selected the TFHE128 and TFHES0
parameter sets as described in [9]. The Trivium encryption
scheme was configured with a fixed security level of 80 bits.



Biometric Feature Size. In our experiment, we assumed that
the biometric data is iris data, where a typical iris scan (640 x
480 grayscale image) generates approximately 307.2 KB of
uncompressed raw data. Additionally, we applied Daugman’s
algorithm [11] to extract iris features, resulting in a feature size
of 2,048 bits (i.e., 0.25 KB).

8.2 Comparison of Network Efficiency

We compared the key sizes during transmission in the network
and calculated the total network load for our model, the stan-
dard FHE model (ST — FHE), and the original transciphering
model (Orig — TQ).

Table 4: TFHE and Trivium key sizes under 128-bit and 80-bit
security levels. All values are in KB, except for pk. and evk in
MB.

Param Set sk pky pke evk k k’ dk
TFHE128 246 197 493MB 41.6MB 0.01 197 197
TFHES80 1.95 157 391MB 23.6MB 001 157 157

Comparison of FHE and Stream Cipher Key Sizes. Tab.
presents the key sizes for both FHE and stream cipher compo-
nents under 128-bit and 80-bit security levels. Among these,
the evaluation key evk stands out as the largest, reaching 41.6
MB under TFHE128, and remains the primary contributor to
client-to-server transmission overhead. In comparison, the
public key pk., used for encrypting stream cipher ciphertexts
c, amounts to 4.93 MB—roughly one-eighth the size of evk.
Stream cipher keys such as k and k’ are notably lightweight,
each less than 0.2 MB, making their overhead negligible in
practice.

Significant Network Efficiency in Registration and Verifi-
cation Stages. A key advantage of our model lies in its mini-
mal communication overhead during the registration and ver-
ification phases. For example, a typical iris feature vector ex-
tracted using Daugman’s algorithm [11] is approximately 0.25
KB. Under the TFHE128 parameter set, encrypting this vec-
tor homomorphically expands it to approximately 4.93 MB.
In contrast, our model transmits the same feature vector as a
0.5 KB stream cipher ciphertext, achieving nearly a 9, 860 x
reduction in ciphertext size.

The efficiency extends to the authentication result as well.
In both the ST-FHE and Orig-TC models, the result € {0,1}
is returned as a FHE ciphertext, requiring approximately 2.46
KB. By contrast, in our model, the trusted party returns the
result as a single-bit symmetric ciphertext, reducing the size
by over 20,000x. Although this return ciphertext is rela-
tively small in isolation, its cumulative cost becomes non-
negligible in large-scale deployments with frequent authenti-
cation events.

Reduced Overhead on the Client-to-Server Channel. A key
advantage of our model during the setup phase is the signifi-
cant reduction in client-to-server transmission overhead, par-
ticularly for large cryptographic keys. In the ST-FHE model,
the client must transmit the evaluation key evk, which alone
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accounts for 41.6 MB. In the Orig-TC model, the total trans-
mission reaches 46.72 MB, including evk, pk., dk, and IV. By
contrast, our model offloads this burden to 7P, which sends
the larger keys over a high-bandwidth, low-latency channel.
The client transmits only k" and E(dk, k'), totaling 394.39 KB.
This leads to a significant improvement in network efficiency,
achieving approximately 108 x and 121 x reductions in trans-
mission size compared to ST-FHE and Orig-TC, respectively.
Public Key Overhead in Stream Cipher Encryption. As
noted in Section [3] both the Orig-TC model and our model re-
quire the server to hold the public key pk. for homomorphic
decryption of the stream ciphertext. This key comprises LWE
samples used to encrypt the extracted biometric feature vector.
In our experimental setting, encrypting a 0.25 KB iris feature
requires 2,048 LWE samples, which, under the TFHE128 pa-
rameter set, results in a total size of 4.93 MB (see Tab. E[)
Although prior work on transciphering often emphasizes the
small size of the stream ciphertext c, the overhead associated
with transmitting pk, is frequently overlooked.

In our model, this transmission is offloaded to the high-
bandwidth 7P-to-S channel, avoiding the bottleneck-prone
C-to-S channel used in Orig-TC. Moreover, pk,, is transmitted
only once during the setup phase and can be reused until the
FHE keys are refreshed by the trusted party. As the system
scales to n. clients, the overhead of transmitting n. distinct
public keys {pke, }ic[n,] in the Orig-TC model becomes in-
creasingly burdensome. In contrast, our model requires only
a single, temporarily shared pk, generated by 7P, offering
substantial scalability advantages.

Minor Overhead from Supporting Keys pk, and k’. As
discussed in Section[5.3] the key pk,, is required for the client
to encrypt the stream cipher key k, producing the homomor-
phic decryption key dk. In our model, pk, is generated by the
trusted party and sent to the client over the 7 P-to-C chan-
nel. By contrast, this key is locally generated in Orig-TC
and entirely absent in ST-FHE. Although pk, introduces a
small overhead of 197.19 KB, it is transmitted only once dur-
ing setup and used solely for encrypting the stream cipher key.

Similarly, the session key k’ introduces a minor overhead,
as it is used to add an additional encryption layer for protecting
dk from the trusted party. This key is of the same size as dk
(197.19 KB) and is transmitted over the C-to-S channel. Like
pky., the key k' is used only during the setup phase, and its
contribution to overall communication overhead is minimal.

8.3 Comparison of Time Performance

Time Performance Comparison with ST-FHE. Compared to
ST-FHE, our model significantly reduces the client-side setup
time (see Table [). While our model introduces two opera-
tions—double encryption of the symmetric key k and stream
cipher initialization—these are lightweight. Encrypting the
homomorphic decryption key dk adds only 5.097 ms, and
stream cipher initialization requires approximately 1.01 ms. In
contrast, ST-FHE demands approximately 0.407 seconds for
client-side FHE key generation alone. Since our model out-
sources FHE key generation to 7P, this overhead is entirely



Table 5: Data transmission during the Setup Stage (KDP, INP). Data sizes are in KB unless otherwise noted. Key sizes are

measured according to the TFHE128 parameter set.

Key Distribution Phase (KDP)

Framework Data pky pke evk dk v k' E(dk, k') Total
TP —C 197.19 X X X X X X 197.19

Ours TP =S X 493 (MB) 41.6 (MB) X X X X 46.53 (MB)
C—S X X X X 0.01 197.19  197.19 394.39

ST-FHE C—>S X X 41.6 (MB) X X X X 41.6 (MB)

Orig—TC C—=S X 493 (MB) 41.6(MB) 197.19 0.01 X X 46.72 (MB)

Table 6: Time Performance of Setup Stage (KDP, INP) in seconds. Colored cells indicate the responsible party: yellow (C),
green (7°P), and orange (S). (EFHE KeyStream generates I, = 2,048 FHE key stream.)

Key Distribution Phase

Param Set
Enc.KeyGen  Enc(k, pky) E(dk,k’) E~'(E(dk,k’),k’) Total Time
TFHES0 0.277 1.33 x107*  4.01 x 1073 4.07 x 1073 0.287
TFHE128 0.407 1.37 x 10~%  4.96 x 10~3 4.97 x 1073 0.423
Orig — TC v v X X 0.407
ST — FHE v X X X 0.407
Param Set Initialization Phase
E.Init Enc(IV) EFHE Init EFHE KeyStream  Total Time
TFHES0  1.12x 1072 & 1.32x10* 80.179 399.078 479.258
TFHE128 1.01 x 10~2  1.36 x 10=* 127.291 643.476 770.768
Orig — TC v v v v 770.768
ST — FHE X X X X 0

Table 7: Time Performance of Registration/Verification Stage in seconds. Colored cells indicate the responsible party: yellow
(C), green (T 'P), and orange (S). D.A. refers to the time depending on the biometric authentication algorithm.

Registration Stage Verification Stage
Param Set _
E.KeyStream E(w, k) Enc(c,pk,)  Eval(E™1)) ‘ Eval(ETM, -,evk)  Dec(Enc(r),sk) ‘ Shared Time
TFHESOD  4.39x 1073 1.50 x 107* = 2.63 x 102 1.848 D.A. 7.24 x 1077 1.878
TFHE128 438 x 1072 1.94x 10~* = 3.31 x 102 3.030 D.A. 9.88 x 107 3.067
Orig— TC v v v v \ D.A. v \ 3.067

removed from the client, resulting in a faster setup phase.

On the server side, the ST-FHE model imposes no computa-
tional load during the setup stage. In contrast, our model intro-
duces several setup-phase operations. First, the server decrypts
E(dk, k') using the temporary session key k’, which takes ap-
proximately 4.97 ms as part of the KDP. The dominant time
costs stem from initializing the homomorphic stream cipher
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and generating FHE keystreams, which require 127.291 sec-
onds and 632.476 seconds, respectively. In total, these opera-
tions amount to approximately 770.768 seconds when gener-
ating Iy, = 2048 keystreams. While the FHE keystream gener-
ation time is substantial, it occurs only once during setup and
can be precomputed ahead of registration or verification, thus
not affecting runtime performance during user interaction.



As for the registration and verification stages (see Table[7),
our model introduces additional requirements compared to
ST — FHE on the server side. Specifically, the server needs
to encrypt the stream cipher template under FHE using pk.,
which takes approximately 33 ms. This overhead is negligible
compared to the homomorphic decryption of the stream ci-
pher template, which takes about 3.030 seconds and represents
the most significant additional computational cost during this
stage. In the verification stage, the decryption of the authenti-
cation result 7 by the 7P requires only 98.8 us. This offsets
the need for client-side decryption, reducing its computational
burden.

Time Performance Comparison with Orig-TC. Compared
to the Orig-TC model, our framework introduces an additional
encryption layer for the FHE-encrypted symmetric key dk,
which takes approximately 4.96 ms on the client side. How-
ever, as in the ST-FHE model, our design offloads the FHE
key generation process Enc.KeyGen to 7P. This eliminates
the need for the client to perform local key generation, which
takes 0.407 seconds in the Orig-TC model.

Both Orig — TC and our model require the initialization of
the stream cipher and its FHE counterpart, incurring an addi-
tional 770.768 seconds during the setup stage. On the server
side, however, our model requires the decryption of E(dk, k')
using the temporary key k’, which adds a minor overhead of
4.97 ms as part of the KDP.

During the registration and verification stages, both
Orig-TC and our model perform encryption, Enc(c, pk,),
followed by the homomorphic stream cipher decryption,
Eval(E™!). According to TFHE128, these operations take ap-
proximately 33 ms and 3.030 seconds, respectively. However,
in the Orig-TC model, the decryption of the final authenti-
cation result r is handled by the client, which takes approx-
imately 0.988 ps. In contrast, our model delegates this task
to 7P, thereby removing client-side responsibility for result
verification.

9 Conclusion

We presented BTF, a bidirectional transciphering framework
for privacy-preserving biometric authentication that signifi-
cantly reduces the network overhead of FHE-based systems.
Through a double encryption mechanism, BTF protects sensi-
tive data from semi-honest parties under a non-collusion as-
sumption. By leveraging lightweight symmetric encryption
during transmission and return, and delegating decryption to
a trusted party, BTF improves both efficiency and result in-
tegrity. Our implementation and evaluation confirm its practi-
cality and scalability for real-world deployments. Beyond au-
thentication, BTF can serve as a general bidirectional frame-
work for FHE-based applications that seek to minimize net-
work overhead.

14

References

[1] Thibault Balenbois, Jean-Baptiste Orfila, and Nigel
Smart. Trivial transciphering with trivium and tfhe. In
Proceedings of the 11th Workshop on Encrypted Com-
puting & Applied Homomorphic Cryptography, pages
69-78, 2023.

[2] Dan Boneh, Amit Sahai, and Brent Waters. Functional

encryption: Definitions and challenges. In Theory of

Cryptography: 8th Theory of Cryptography Conference,

TCC 2011, Providence, RI, USA, March 28-30, 2011.

Proceedings 8, pages 253-273. Springer, 2011.

[3] Zvika Brakerski, Craig Gentry, and Vinod Vaikun-

tanathan. (leveled) fully homomorphic encryption with-

out bootstrapping. ACM Transactions on Computation

Theory (TOCT), 6(3):1-36, 2014.

[4] Anne Canteaut, Sergiu Carpov, Caroline Fontaine,

Tancrede Lepoint, Maria Naya-Plasencia, Pascal Paillier,

and Renaud Sirdey. Stream ciphers: A practical solu-

tion for efficient homomorphic-ciphertext compression.

Journal of Cryptology, 31(3):885-916, 2018.

[5] Jung Hee Cheon, Jean-Sébastien Coron, Jinsu Kim,

Moon Sung Lee, Tancrede Lepoint, Mehdi Tibouchi, and

Aaram Yun. Batch fully homomorphic encryption over

the integers. In Annual International Conference on the

Theory and Applications of Cryptographic Techniques,

pages 315-335. Springer, 2013.

[6] Jung Hee Cheon, Kyoohyung Han, Andrey Kim, Miran

Kim, and Yongsoo Song. A full rns variant of approxi-

mate homomorphic encryption. In International Confer-

ence on Selected Areas in Cryptography, pages 347-368.

Springer, 2018.

[7] Jung Hee Cheon, Andrey Kim, Miran Kim, and Yong-

soo Song. Homomorphic encryption for arithmetic

of approximate numbers. In Advances in cryptology-

ASIACRYPT 2017: 23rd international conference on the

theory and applications of cryptology and information

security, Hong kong, China, December 3-7, 2017, pro-

ceedings, part i 23, pages 409-437. Springer, 2017.

[8] Iaria Chillotti, Nicolas Gama, Mariya Georgieva, and

Malika Izabachene. Faster fully homomorphic encryp-

tion: Bootstrapping in less than 0.1 seconds. In Ad-

vances in Cryptology-ASIACRYPT 2016: 22nd Inter-
national Conference on the Theory and Application of

Cryptology and Information Security, Hanoi, Vietnam,

December 4-8, 2016, Proceedings, Part I 22, pages 3—

33. Springer, 2016.

[9] Hlaria Chillotti, Nicolas Gama, Mariya Georgieva, and

Malika Izabacheéne. Tfhe: fast fully homomorphic en-

cryption over the torus. Journal of Cryptology, 33(1):34—

91, 2020.



[10]

[11]

[12]

[13]

[14]

[15]

[16]

[17]

[18]

[19]

[20]

Jihoon Cho, Jincheol Ha, Seongkwang Kim, ByeongHak
Lee, Joohee Lee, Jooyoung Lee, Dukjae Moon, and Hy-
ojin Yoon. Transciphering framework for approximate
homomorphic encryption. In International Conference
on the Theory and Application of Cryptology and Infor-
mation Security, pages 640—-669. Springer, 2021.

John Daugman. How iris recognition works. In The es-
sential guide to image processing, pages 715-739. Else-
vier, 2009.

Christophe De Cannicre. Trivium: A stream cipher con-
struction inspired by block cipher design principles. In
International Conference on Information Security, pages
171-186. Springer, 2006.

Christoph Dobraunig, Maria Eichlseder, Lorenzo Grassi,
Virginie Lallemand, Gregor Leander, Eik List, Florian
Mendel, and Christian Rechberger. Rasta: a cipher with
low anddepth and few ands per bit. In Advances in
Cryptology—CRYPTO 2018: 38th Annual International
Cryptology Conference, Santa Barbara, CA, USA, Au-
gust 19-23, 2018, Proceedings, Part I 38, pages 662—
692. Springer, 2018.

Christoph Dobraunig, Lorenzo Grassi, Lukas Helminger,
Christian Rechberger, Markus Schofnegger, and Roman
Walch. Pasta: A case for hybrid homomorphic encryp-
tion. TACR Transactions on Cryptographic Hardware
and Embedded Systems, 2023(3):30-73, 2023.

Léo Ducas and Daniele Micciancio. Fhew: bootstrap-
ping homomorphic encryption in less than a second. In
Annual international conference on the theory and ap-
plications of cryptographic techniques, pages 617-640.
Springer, 2015.

Craig Gentry. Fully homomorphic encryption using ideal
lattices. In Proceedings of the forty-first annual ACM
symposium on Theory of computing, pages 169-178,
20009.

Craig Gentry, Shai Halevi, and Nigel P Smart. Homo-
morphic evaluation of the aes circuit. In Annual Cryptol-
ogy Conference, pages 850-867. Springer, 2012.

Craig Gentry, Amit Sahai, and Brent Waters. Homomor-
phic encryption from learning with errors: Conceptually-
simpler, asymptotically-faster, attribute-based. In Ad-
vances in Cryptology—CRYPTO 2013: 33rd Annual
Cryptology Conference, Santa Barbara, CA, USA, Au-
gust 18-22, 2013. Proceedings, Part I, pages 75-92.
Springer, 2013.

Marta Gomez-Barrero, Emanuele Maiorana, Javier Gal-
bally, Patrizio Campisi, and Julian Fierrez.  Multi-
biometric template protection based on homomorphic
encryption. Pattern Recognition, 67:149-163, 2017.

Phil Hebborn and Gregor Leander. Dasta—alternative lin-
ear layer for rasta. IACR Transactions on Symmetric
Cryptology, pages 4686, 2020.

15

(21]

(22]

(23]

[24]

[25]

[26]

[27]

(28]

[29]

(30]

(31]

(32]

Clément Hoffmann, Pierrick Méaux, and Thomas Ricos-
set. Transciphering, using filip and tfhe for an efficient
delegation of computation. In Progress in Cryptology—
INDOCRYPT 2020: 21st International Conference on
Cryptology in India, Bangalore, India, December 13-16,
2020, Proceedings 21, pages 39—61. Springer, 2020.

Taeyun Kim, Yongwoo Oh, and Hyoungshick Kim. Effi-
cient privacy-preserving fingerprint-based authentication
system using fully homomorphic encryption. Security
and Communication Networks, 2020(1):4195852, 2020.

Chiara Marcolla, Victor Sucasas, Marc Manzano, Ric-
cardo Bassoli, Frank HP Fitzek, and Najwa Aaraj. Sur-
vey on fully homomorphic encryption, theory, and appli-
cations. Proceedings of the IEEE, 110(10):1572—-1609,
2022.

Pierrick Méaux, Claude Carlet, Anthony Journault, and
Francois-Xavier Standaert. Improved filter permutators
for efficient fhe: better instances and implementations. In
International Conference on Cryptology in India, pages
68-91. Springer, 2019.

Michael Naehrig, Kristin Lauter, and Vinod Vaikun-
tanathan. Can homomorphic encryption be practical? In
Proceedings of the 3rd ACM workshop on Cloud com-
puting security workshop, pages 113—-124, 2011.

Abhishek Nagar, Karthik Nandakumar, and Anil K Jain.
Multibiometric cryptosystems based on feature-level fu-

sion. IEEE transactions on information forensics and
security, 7(1):255-268, 2011.

Chao Niu, Bengiang Wei, Zhicong Huang, Zhaomin
Yang, Cheng Hong, Meiqin Wang, and Tao Wei.
Sok: Fhe-friendly symmetric ciphers and transciphering.
Cryptology ePrint Archive, 2025.

Pascal Paillier. Public-key cryptosystems based on com-
posite degree residuosity classes. In International con-
ference on the theory and applications of cryptographic
techniques, pages 223-238. Springer, 1999.

Vishal M Patel, Nalini K Ratha, and Rama Chellappa.
Cancelable biometrics: A review. IEEE signal process-
ing magazine, 32(5):54-65, 2015.

Padma Polash Paul and Marina Gavrilova. Multimodal
cancelable biometrics. In 2012 IEEE 11th international
conference on cognitive informatics and cognitive com-
puting, pages 43—49. IEEE, 2012.

Oded Regev. On lattices, learning with errors, random
linear codes, and cryptography. Journal of the ACM
(JACM), 56(6):1-40, 2009.

Mohamed Sabt, Mohammed Achemlal, and Abdel-
madjid Bouabdallah. Trusted execution environment:
What it is, and what it is not. In 2015 IEEE Trust-
com/BigDataSE/Ispa, volume 1, pages 57-64. IEEE,
2015.



[33]

[34]

[35]

[36]

[37]

Damien Stehlé, Ron Steinfeld, Keisuke Tanaka, and
Keita Xagawa. Efficient public key encryption based on
ideal lattices. In International Conference on the Theory
and Application of Cryptology and Information Security,
pages 617-635. Springer, 20009.

Umut Uludag, Sharath Pankanti, Salil Prabhakar, and
Anil K Jain. Biometric cryptosystems: issues and chal-
lenges. Proceedings of the IEEE, 92(6):948-960, 2004.

Marten Van Dijk, Craig Gentry, Shai Halevi, and Vinod
Vaikuntanathan. Fully homomorphic encryption over
the integers. In Advances in Cryptology—-EUROCRYPT
2010: 29th Annual International Conference on the
Theory and Applications of Cryptographic Techniques,
French Riviera, May 30—-June 3, 2010. Proceedings 29,
pages 24-43. Springer, 2010.

Wencheng Yang, Song Wang, Hui Cui, Zhaohui Tang,
and Yan Li. A review of homomorphic encryption
for privacy-preserving biometrics. Sensors, 23(7):3566,
2023.

Kai Zhou and Jian Ren. Passbio: Privacy-preserving
user-centric biometric authentication. IEEE Transactions
on Information Forensics and Security, 13(12):3050—
3063, 2018.

16



	Introduction
	Transciphering Challenges in Authentication Systems
	Our Work
	Related Works

	Preliminaries
	Notation
	Homomorphic Encryption (HE)
	Transciphering
	FHE-friendly Stream Cipher

	Challenges and Overview of Our Approach
	Problems in Traditional Biometric Authentication Systems
	Brief Explanation of Our Work

	Design of BTF Protocol
	Setup Stage
	Key Distribution Phase (KDP)
	Initialization Phase (INP)

	Registration Stage (RS)
	Verification Stage (VS)

	Comparative Network Efficiency
	Baseline Communication Workflows
	Network Efficiency Gains in Our Model
	Minor Overhead from Supporting Keys

	Key Management and Scalability
	Standard FHE.
	Original Transciphering.
	Our Work.

	Security and Privacy of Our Model
	Double Encryption of Symmetric Cipher Key
	Trusted Party Authentication

	Evaluation
	Environment Setup
	Comparison of Network Efficiency
	Comparison of Time Performance

	Conclusion

