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Abstract—Current hardware security verification processes
predominantly rely on manual threat modeling and test plan
generation, which are labor-intensive, error-prone, and strug-
gle to scale with increasing design complexity and evolving
attack methodologies. To address these challenges, we propose
ThreatLens, an LLM-driven multi-agent framework that auto-
mates security threat modeling and test plan generation for
hardware security verification. ThreatLens integrates retrieval-
augmented generation (RAG) to extract relevant security knowl-
edge, LLM-powered reasoning for threat assessment, and inter-
active user feedback to ensure the generation of practical test
plans. By automating these processes, the framework reduces
the manual verification effort, enhances coverage, and ensures
a structured, adaptable approach to security verification. We
evaluated our framework on the NEORV32 SoC, demonstrating
its capability to automate security verification through structured
test plans and validating its effectiveness in real-world scenarios.

Index Terms—ILLM, Security Threat Modeling, Security Test
Plan Generation, Hardware Security and Trust

I. INTRODUCTION

Hardware security has become increasingly critical due
to the rising reliance on third-party intellectual property
(IP) imports and stringent time-to-market demands. Modern
system-on-chip (SoC) designs frequently incorporate reusable
IP cores to minimize development costs and meet aggressive
deadlines, unintentionally increasing susceptibility to hidden
vulnerabilities such as hardware Trojans and backdoors [1],
[2]. Consequently, rigorous security verification has become
essential to identify and mitigate these vulnerabilities early in
the design cycle, significantly reducing post-silicon fixes and
associated costs [3].

Currently, a substantial portion of the verification process
involves manual threat modeling and the generation of security
test plans, requiring extensive domain expertise and time
investment. This manual approach is inherently prone to errors,
often resulting in incomplete or overlooked vulnerabilities,
particularly as designs grow increasingly complex [4]. Manual
verification struggles to scale efficiently, especially given rapid
changes in attack methodologies and the variety of potential
vulnerabilities. The limitations inherent in manual methods
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have underscored the urgency of automation in hardware
security verification.

Large Language Models (LLMs), due to their strong natu-
ral language understanding, advanced reasoning, and knowl-
edge transfer capabilities, present a promising avenue for
automating hardware security verification processes [4]. LLMs
can process design specifications or hardware description
languages, effectively identifying vulnerabilities [4], [5] and
generating related security assertions or policies [6]—[8]. The
hardware industry has already begun to use LLMs to automate
the generation of test plans, highlighting the growing accep-
tance and practical benefits of these methods in real-world
applications [9].

However, current applications of LLMs in hardware security
remain limited. For example, recent approaches successfully
automate the creation and identification of security policies
in RISC-V SoCs, but do not directly automate the generation
of comprehensive threat models or security test plans [10].
Similarly, other studies effectively generate SystemVerilog
assertions targeting known common weakness enumeration
(CWE) vulnerabilities but do not include broader threat mod-
eling or test planning [11]. Thus, there remains a critical gap
in automating the end-to-end security verification process.

In this paper, we introduce ThreatLens, an LLM-based
agentic framework that automates security threat modeling and
test plan generation, reducing manual verification efforts while
ensuring robust and adaptable hardware security verification.
The specific contributions of this work are multifold:

1) Usage of a multi-agent approach for automated secu-
rity threat modeling and test plan generation through
interactive engagement with verification engineers and
RAG-based information retrieval.

2) Introduction of an LLM-based agent that extracts secu-
rity policies from design specifications and ISA docu-
ments, effectively identifying software-exploitable hard-
ware vulnerabilities.

3) Demonstration of the efficacy of ThreatLens on the
Neorv32 SoC, validating its ability to automate security
verification through real-world SoC designs.
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Fig. 1. Overview of proposed ThreatLens framework. The blue arrows
indicate the flow for test plan generation for physical and supply chain
attacks and the orange arrows indicate the flow for that of software-exploitable
hardware vulnerabilities.

II. PROPOSED FRAMEWORK

The ThreatLens framework, shown in Figure 1, is a multi-
agent system designed for hardware security threat model-
ing and test plan generation. As an agentic-based approach,
ThreatLens consists of four specialized agents, each respon-
sible for a specific task. Through an iterative system-user
conversation, the framework gathers design details, security as-
sumptions, verification plans, and testing capabilities from the
verification engineer. ThreatLens framework operates through
two distinct flows:

o Flow I: It deals with physical and supply chain attacks. In
this flow, the Threat Identification Agent retrieves security
threat models from a security knowledge dataset, filtering
and prioritizing threats based on user input. The Test Plan
Generator Agent then formulates a hardware security test
plan to assess risks such as side-channel attacks, fault
injection, and reverse engineering.

e Flow 2: It is related software-exploitable vulnerabilities.
In this flow, the Security Policy Generator Agent extracts
security policies from the Instruction Set Manual and de-
sign specification document, generating a Security Policy
List. This information is processed by the Test Plan Gen-
erator Agent, which develops a verification strategy to
assess vulnerabilities such as privilege escalation, access
control violations, microarchitectural side channels, and
memory corruption.

A. Threat Identification Agent

The Threat Identification Agent operates in a multistep,
iterative manner, combining RAG-based knowledge retrieval,
LLM-driven reasoning, and interactive user feedback. As
shown in Figure 2, this process is designed to systematically
extract relevant security knowledge, engage with the verifica-
tion engineer, assess the relevance of potential threats using
an LLM, and refine the security threat list iteratively.

Step 1: Security Knowledge Extraction: The process begins
with the extraction of security knowledge, where the agent
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Fig. 2. Overview of Threat Identification Agent.

focuses on predefined categories of physical attack methodolo-
gies, including side-channel attacks, fault injection techniques,
reverse engineering, IC cloning, and invasive hardware attacks.
Since these threats require highly specific security insights, the
framework maintains a knowledge base of academic papers
that document state-of-the-art attack models. To ensure the
retrieval of accurate and contextually relevant information, the
framework employs a RAG-based methodology. A predefined
set of queries is used to systematically extract security knowl-
edge corresponding to each of the threats under consideration.
This retrieved information serves as a critical foundation for
evaluating the relevance of security threats in the subsequent
stages.

Step 2: Initial Query Generation and User Feedback:
Once the security knowledge is extracted, the process
transitions to this step. A Chatbot System engages with the
verification engineer to collect relevant details about the
system under evaluation, including design implementation
specifics, application context, supply chain risks, and security
assumptions. These queries are predefined within the system
and are strategically structured to capture essential security
aspects of the design. At the beginning of the process, the
system presents the engineer with an initial query and records
their response. Feedback received in this step ensures that the
subsequent threat evaluation process is grounded in the actual
security requirements and constraints of the system.

Step 3: LLM-Based Security Threat Identification: In this
step, the verification engineer’s response is included in a struc-
tured LLM prompt along with the security knowledge retrieved
in the previous step. The system then formulates individual
prompts for each security threat from the predefined list and
conducts LLM-based inference to evaluate their relevance.
Using its reasoning capability, the LLM generates an updated
threat list that retains only those threats deemed relevant
to the given system. This step serves as the core decision-
making process within the Threat Identification Agent, as it
dynamically filters out threats that do not align with the design
context.

Step 4: Query Refinement and Threat List Update: To fur-
ther refine the threat list, this step is introduced as an iterative
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Fig. 3. Overview of Security Policy Generator Agent.

process. The system continues engaging with the verification
engineer, presenting additional queries, and incorporating new
responses into the threat assessment framework. Since many
security queries are interconnected, the query bank is dynam-
ically updated, allowing for the removal of redundant or now-
irrelevant queries based on prior user feedback. The threat list
is also continuously refined in each iteration, ensuring that
only genuine, design-specific threats remain under considera-
tion. This process continues until all predefined queries have
been exhausted and no further refinements are required. In this
way, after the execution of these four steps, a finalized list of
security threats is generated.

B. Security Policy Generator Agent

The Security Policy Generator Agent, shown in Figure 3
operates within the software-exploitable hardware vulnerabil-
ity modeling workflow, focusing on threats such as privilege
escalation, memory corruption, access control violations, and
other software-exploitable hardware vulnerabilities. This agent
is responsible for extracting design-specific security policies
from user-provided specification files and instruction set ar-
chitectures (ISA) using RAG-based knowledge retrieval. The
extracted policies serve as the foundation for identifying secu-
rity vulnerabilities and formulating a test plan for verification.
The process consists of the following key steps:

Step 1: Extraction of Design-Specific Components: The
process begins by extracting design-specific information from
a user-provided specification document. Since a specification
document is too long to be analyzed through LLM in a single
inference, we used the RAG system for this purpose. The
system extracts registers and instructions used in the design
through a retriever and an LLM used as a generator. Later,
the list is refined by removing duplicate mentions from the
extracted list.

Step 2: Extraction of Policies from ISA: To ensure compre-
hensive coverage of security vulnerabilities, in this step, the
agent retrieves relevant security policies from the ISA docu-
ment. A second RAG system is employed to extract policy
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Fig. 4. Overview of Test Plan Generator Agent.

information from ISA documentation. The RAG searches the
ISA for policies related to every element of the list extracted
in Step 1.

Step 3: Security Policy and Threat Identification: Once
policies are extracted, they are passed to an LLM. The LLM
analyzes the extracted policies in the context of the mentioned
software-exploitable hardware security threats. Guided by
a prompt with specific instructions, the LLM separates the
security policies, mentions their security relevance, and also
highlights possible security risks such as privilege escalation,
access control weaknesses, and memory corruption.

C. Test Plan Generator Agent

The Test Plan Generator Agent, illustrated in Figure 4,
plays a crucial role in both the modeling of physical threats
and the analysis of vulnerabilities exploitable by software.
Although the core workflow remains the same across both
flows, the inputs to the agent differ depending on the type
of security threat being analyzed. In the physical & supply
chain security verification workflow, the agent receives a list
of security threats identified in Section II-A. In contrast,
within the software-exploitable hardware vulnerability analysis
workflow, the input consists of a security policy list extracted
in Section II-B.

The Test Plan Generator Agent initiates a structured system-
user conversation to determine the feasibility of verification.
During this interaction, the system presents a set of pre-defined
queries to the verification engineer, gathering information
about the available security testing infrastructure, verification
tools, budget, and time allocation. After gathering informa-
tion about the available verification capabilities, the system
constructs a structured prompt that combines security threat
data or policy enforcement requirements with the verification
constraints provided by the engineer. This prompt also includes
specific information about verification methodologies based
on existing industry practices. The generated security test
plan consists of multiple test cases in which each test case
includes information about the threat, the test objective, the
test methodology, the expected result, the evaluation criteria,
and the test tool.

III. EXPERIMENTAL RESULTS

To evaluate the suitability of our proposed method, we have
selected the Neorv32 SoC [12] as the experimental testing



Listing I: An Abridged Form of a Sample Test Case
from Generated from Test Plan.

Threat Category: Unauthorized Access, Memory Access
Test Objective: The test aims to verify that the execution of
a load or load-reserved instruction which accesses a physical
address within a region without read permissions, raises a
load access-fault exception...

Test Methodology:

- Formal Verification: ... In this case, formal methods are to
be used to ensure that memory read access controls appro-
priately raise a load access-fault exception when violated.

- Emulation: ... The emulated hardware should raise a
load access-fault exception when a read access violation
is attempted, under the same conditions as specified in the
security policy.

- Simulation: Create a software model of the chip design for
verification. The simulation should prompt a load access-
fault exception when a violation of the read access control
is simulated.

Expected Result:

- Formal Verification: The verification proves irrespective
of the input conditions, an access-fault is raised when an
illegal read operation is attempted within a protected memory
region.

- Emulation: The emulated hardware raises an access-fault
when an illegal read is attempted within a protected memory
area, replicating the live environment successfully.

- Simulation: The software model correctly raises a load
access-fault exception when the read access control is vi-
olated.

Evaluation Criteria:

- Formal Verification: Formal verification fails if it does not
categorically prove that an access-fault exception is raised
whenever the specified condition is violated.

- Emulation: Evaluation is unsuccessful if the emulated
hardware does not raise an access-fault exception under the
designated violation condition.

- Simulation: The test is deemed to fail if the software model
does not behave as expected by the security policy when a
read access violation is attempted.

Testing Tool:

- Formal Verification: JasperGold

- Emulation: Zebu

- Simulation: Modelsim, VCS

platform. This platform features a compact, customizable,
and extensible MCU-class 32-bit RISC-V microcontroller-like
SoC. In this experiment, we used GPT-40 as the LLM in the
proposed ThreatLens framework. RAG systems used in the
framework utilize the LangChain platform, OpenAl embed-
dings for semantic representation, and Facebook Al similarity
search (FAISS) [13] as the search algorithm for efficient
similarity-based document retrieval. An abridged version of
a generated test case is shown in Listing L.

ThreatLens systematically developed a comprehensive set
of security policies through a detailed analysis of both the
specifications of the devices and the documents pertaining to
their ISA. For the NEORV32 system, the framework automati-
cally generated 854 unique security policies, a task that would
require significant time and effort if performed manually. To

demonstrate the relevance, practical utility, and reliability of
these outcomes, we provide an analysis of two distinct case
studies, each of which is focused on a specific policy output
of ThreatLens.

1) Case Study 1: ThreatLens generated the following policy
statement by analyzing the ISA documents: “attempting to
execute a load or load-reserved instruction which accesses
a physical address within a PMP region without read per-
missions raises a load access-fault exception.” This policy,
derived from the privileged ISA document of the RISC-V
ISA, addresses the security requirements related to physical
memory protection (PMP).

PMP is a hardware-based security feature in RISC-V sys-
tems designed to manage access control across varying soft-
ware privilege levels to memory spaces. Utilizing this feature
ensures that lower-privileged software is unable to read (i.e.,
load) privileged memory. Previous research in the hardware
security domain confirms the necessity of complying with
this policy. For instance, researchers and industry profes-
sionals studied a vulnerability that reflects non-compliance
with this policy during the well-known hardware hackathon
HACK@DAC [14]. Moreover, as detailed in [15], an open-
source RISC-V SoC was reported in the real world, where the
DMA allowed lower privileged software to circumvent PMP
protections and load sensitive data from privileged memory.

2) Case Study 2: ThreatLens also suggested that the pol-
icy “attempts to access a non-existent CSR raise an illegal
instruction exception” should be verified as it can lead to
“unauthorized access” and potentially cause “integrity, avail-
ability” violations. We note that a vulnerability that results in
the violation of this policy has been reported to be found in
open-source RISC-V processors by authors in [16], [17].

These case studies demonstrate that failing to verify the
policies generated by ThreatLens can result in significant
real-world security implications, as such violations have been
observed in practice. Consequently, ThreatLens can serve as
a highly valuable tool for verification engineers, aiding in the
identification of system security requirements (i.e., policies),
associated vulnerabilities, and potential threats, thereby facil-
itating the automatic formulation of an effective test plan.

IV. CONCLUSION

ThreatLens paves the way for future advancements in LLM-
driven security verification methodologies. Although it ef-
fectively identifies security threats and generates structured
test plans, it does not incorporate security asset extraction,
which could optimize the threat modeling process by reducing
redundant queries and improving efficiency. Furthermore, our
implementation relies on GPT-40 for inference, which, while
powerful, is a closed-source model with high computational
costs. Future work will focus on integrating security as-
set extraction to streamline threat identification, exploring
open-source LLMs for cost-effective inference, and enhanc-
ing adaptability to diverse hardware architectures, ensuring
broader applicability and improved efficiency in security ver-
ification.
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