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Abstract

Side-channel attacks on shared hardware resources increas-
ingly threaten confidentiality, especially with the rise of Large
Language Models (LLMs). In this work, we introduce Spill
The Beans, a novel application of cache side-channels to leak
tokens generated by an LLM. By co-locating an attack pro-
cess on the same hardware as the victim model, we flush and
reload embedding vectors from the embedding layer, where
each token corresponds to a unique embedding vector. When
accessed during token generation, it results in a cache hit
detectable by our attack on shared lower-level caches.

A significant challenge is the massive size of LLMs, which,
by nature of their compute intensive operation, quickly evicts
embedding vectors from the cache. We address this by bal-
ancing the number of tokens monitored against the amount
of information leaked. Monitoring more tokens increases po-
tential vocabulary leakage but raises the chance of missing
cache hits due to eviction; monitoring fewer tokens improves
detection reliability but limits vocabulary coverage.

Through extensive experimentation, we demonstrate the
feasibility of leaking tokens from LLMs via cache side-
channels. Our findings reveal a new vulnerability in LLM
deployments, highlighting that even sophisticated models are
susceptible to traditional side-channel attacks. We discuss
the implications for privacy and security in LLM-serving in-
frastructures and suggest considerations for mitigating such
threats. For proof of concept we consider two concrete attack
scenarios: Our experiments show that an attacker can recover
as much as 80%-90% of a high entropy API key with single
shot monitoring. As for English text we can reach a 40% re-
covery rate with a single shot. We should note that the rate
highly depends on the monitored token set and these rates can
be improved by targeting more specialized output domains.

1 Introduction

The widespread deployment of Large Language Models
(LLMs) has revolutionized natural language processing tasks,
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enabling applications in various domains such as finance,
healthcare, and customer service. However, the increasing
reliance on these models raises significant concerns about
privacy and security, especially in multi-user environments
where shared hardware resources can be exploited.

Attacks on Key-Value (KV) Caches. Recent studies have
identified vulnerabilities in LLM inference systems arising
from the use of caching mechanisms such as Key-Value (KV)
caches [18,27]. KV caches store intermediate computations,
specifically the attention key and value vectors, to accelerate
inference by reusing them for similar input sequences. How-
ever, subtle timing differences emerge when these caches
either hit or miss, allowing attackers to infer sensitive data
based on how quickly the LLM responds.

Song et al. [18] showed that by closely measuring the time
taken to generate outputs, it is possible to detect cache hits in
KV caches, thereby reconstructing private prompt tokens or
system instructions. Similarly, Zheng et al. [27] described a
timing-based side-channel approach to compromise LLM in-
ference by manipulating input candidates and carefully analyz-
ing response latencies. The ability to leak entire conversations
through KV caches has spurred research into software-level
defenses. A recently published work [11] proposes KV-Shield,
which permutes weight matrices at initialization so that leaked
KV pairs are effectively obfuscated. Their approach mitigates
KV-based leakage by confining essential permutation opera-
tions within a trusted execution environment (TEE), thereby
denying direct GPU access to unencrypted KV data.

Output Token Count and Network-Based Leakage.
Other recent research spotlights the risks posed by timing
and length-based side-channels that exploit how many tokens
an LLM generates at inference time. In [25], the authors show
that measuring response latencies can reveal an LLM’s out-
put token count, leaking sensitive attributes like the target
language or output class with high accuracy. Their proposed
attacks take advantage of token-count biases in multilingual
translation tasks and text classification scenarios, and extend
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to remote, network-based timing measurements. Similarly,
[23] demonstrates a token-length side-channel in real-time
LLM responses, revealing entire sentences over encrypted
browser or API connections. By leveraging a large language
model to reconstruct plaintext based on observed token-length
patterns, these attacks effectively perform remote keylogging
of a victim’s Al assistant interactions. Although both efforts
share our high-level motivation—uncovering hidden channels
for token inference—our approach diverges by targeting the
hardware-level cache for LLM embeddings, whereas they
rely on timing or length exposure within the application or
network stack. Thus, existing mitigations aimed at attenuat-
ing token-count or response-length signals may not directly
thwart low-level attacks on shared CPU caches.

Hardware Cache vs. KV Cache Leakage. Despite these
efforts to secure software-level KV caches, no prior work (to
our knowledge) focuses on microarchitectural caches in the
LLM inference pipeline. Existing KV cache defenses do not
address an attack that occurs below the software layer, specif-
ically targeting the CPU’s cache hierarchy where embedding
matrices and other model parameters reside. In contrast to
KV caches—which are generally managed in user-space and
can be directly patched or permuted—hardware caches are
governed by the CPU microarchitecture, making them sub-
stantially harder to protect through conventional software
approaches.

LLMs process input tokens by mapping them to embed-
ding vectors in the embedding layer [2, 13]. This mapping
transforms high-dimensional, sparse data into a dense, lower-
dimensional space where semantic relationships between to-
kens are captured. The embedding layer serves as a lookup
table where each unique token corresponds to a specific em-
bedding vector. During inference, when a token is processed,
its corresponding embedding vector is retrieved from the em-
bedding layer to generate contextually appropriate responses.
In multi-user systems or cloud environments, these embed-
ding matrices may reside in shared caches, creating a potential
avenue for side-channel attacks. Since the embedding layer
accesses specific memory locations corresponding to the to-
kens being processed, an attacker co-located on the same
hardware can potentially monitor cache access patterns to
infer the tokens used by the victim LLM.

The universality of cache hierarchies and common memory-
optimization features (like page deduplication) create fertile
ground for side-channel attacks. An attacker executing any of
these techniques can potentially extract high-resolution infor-
mation about a victim’s data usage, from cryptographic oper-
ations to natural-language tokens in an LLM-serving environ-
ment. Mitigations typically center on preventing fine-grained
attacker observations —-either by disallowing shared pages,
masking memory access patterns, or implementing hardware
cache partitioning—- yet these remedies often impose unac-
ceptable performance or deployment overhead, making cache

side-channels a persistent threat.

This work thus is the first to demonstrate an attack on
LLMs that leverages a hardware-level cache side-channel
(e.g., via Flush+Reload [24]). While KV-Shield, FHE, or TEE-
based protocols might mitigate KV leakage, they do not natu-
rally extend to embedding-layer accesses or other parameters
stored in physical caches. Our approach illustrates that even
if software-layer caches are secured, sensitive tokens can still
be exfiltrated by monitoring lower-level memory resources
shared by attacker and victim processes. This leaves LLM de-
ployments susceptible to hardware-level leaks, necessitating
a broader defense strategy that addresses both KV-level and
hardware-level side-channels.

Our Contribution

In this paper, we introduce Spill The Beans, a novel applica-
tion of cache side-channels to attack to leak tokens produced
by an LLM. Specifically, we:

* Introduce a new attack vector targeting LLM outputs on co-
located servers via cache accesses exploiting data coherency
in unified CPU/GPU memory;

» Unlike earlier side-channel attacks, our approach recovers
tokens precisely even with a single measurement; repeated
runs with the same prompt permit full recovery of the LLM
output.

* Depending on the topic of the LLM output, we can recover
as much as 40% of the tokens of plain English with a single
shot. As for high entropy API keys, an attacker can recover
as much as 80%-90% of the key with single shot moni-
toring since higher coverage rates are achievable with the
restricted token set in API keys.

* Explain how the LLM embedding layer’s access patterns
can be exploited with CPU cache monitoring to infer the
tokens being processed by the model;

* Address the challenge of cache eviction in large models
by experimenting with trade-offs with overhead and the
number of tokens monitored and the resulting amount of
information leaked;

* Validate the effectiveness of Spill The Beans through exten-
sive experimentation, highlighting the feasibility of leaking
tokens from LLMs via cache side-channels, and providing
an end-to-end example where we leak a users’ sensitive
API key;

* Discuss the overall security implications of shared hardware
for LLM inferencing and potential mitigations.

2 Background

Modern computing systems employ hierarchical memory ar-
chitectures to bridge the performance gap between fast pro-
cessors and slower main memory. Understanding this memory
hierarchy is important for analyzing cache attacks which ex-
ploit these architectural features to leak sensitive information.
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Additionally, the internal mechanisms of Large Language
Models (LLMs), particularly their use of embedding layers,
present unique vulnerabilities that can be targeted by such
attacks.

2.1 Memory Hierarchy and Cache Side-
Channel Attacks

Memory Hierarchy in Modern Processors. Contempo-
rary CPUs are designed with a multi-level cache hierarchy
to improve computational efficiency. This hierarchy typically
includes small, fast Level 1 (LL1) caches closest to the CPU
cores, larger Level 2 (L2) caches, and even larger shared Level
3 (L3) caches [7]. The cache hierarchy serves to reduce the
latency of memory accesses by storing frequently accessed
data closer to the processor.

In multi-core processors, lower-level caches such as L3 are
often shared among cores, enabling faster inter-process com-
munication but also introducing potential security risks [24].
The shared nature of these caches allows processes running on
different cores to influence each other’s cache states, forming
the basis for cache side-channel attacks across cores.

Timing Side-Channel Attacks. Timing side-channels ex-
ploit the fact that the time required to process certain opera-
tions often leaks sensitive information about the internal state
of a system. By carefully measuring the execution latency of
a target operation, an adversary can infer whether particular
code paths were taken, which data structures were accessed,
or which cryptographic keys were used. Early work on tim-
ing side-channels focused primarily on cryptographic rou-
tines [3,9], where slight variations in exponentiation or multi-
plication time revealed secret keys to a remote attacker. Sub-
sequent research broadened the scope to operating systems,
hypervisors, and various microarchitectural resources such as
caches, branch predictors, and DRAM row buffers [16, 19].

In the broader landscape of side-channel attacks, tim-
ing analysis is especially potent due to its low cost and
broad applicability. Unlike fault attacks or electromagnetic
(EM) analysis, timing side-channels typically require no
specialized hardware or physical proximity; measurements
are often performed purely in software, either locally or re-
motely. When combined with other microarchitectural side-
channels—such as Flush+Reload or Prime+Probe on shared
CPU caches—timing measurements enable high-resolution
observations of what should be private operations in a victim
process [16,24]. These attacks can leak cryptographic keys,
user keystrokes, web browsing histories, and, as our results
show, sensitive language-model tokens.

In multi-tenant environments such as public clouds, tim-
ing side-channels become even more concerning. Here, an
attacker can co-locate with a victim by simply renting or de-
ploying a virtual machine on the same physical hardware.
Despite the isolation guarantees at the virtualization layer,

shared hardware resources remain susceptible to precise tim-
ing probes that reveal inter-VM interactions [26]. Modern
defenses often revolve around strategies like time partition-
ing, memory obfuscation, or hardware partitioning, but each
faces practical deployment and performance trade-offs. Con-
sequently, understanding and mitigating timing side-channel
risks is critical across a wide array of platforms, from high-
performance data centers to consumer-grade hardware.

Cache Side-Channel Attacks. Cache side-channel attacks
exploit the timing differences between memory accesses
that "hit" in the cache versus those that "miss" and require
fetching data from main memory [19]. By carefully measur-
ing access times, an attacker can infer sensitive information
about the victim’s memory access patterns. Techniques like
Flush+Reload [24], Prime+Probe [8], and Prime+Scope [17]
have been used to extract cryptographic keys, keystroke infor-
mation, and other confidential data with high accuracy.

Flush+Reload is particularly powerful because it offers fine-
grained insight into which exact memory lines have been ac-
cessed by a victim process. It leverages shared pages between
attacker and victim, often introduced via memory deduplica-
tion (e.g., Kernel Same-Page Merging in Linux) or shared
libraries. To conduct the attack, the attacker first flushes a
specific cache line throughout the cache hierarchy using in-
structions like c1flush and subsequently times how long a
reload takes. If the reload is fast, the attacker infers that the
victim must have accessed the line in the interim, thereby
re-caching it. This mechanism is enabled by the inclusive
nature of many modern CPU cache architectures: when data
is flushed from the last-level cache (LLC), it is also evicted
from higher-level caches, ensuring uniform eviction across
the hierarchy [24]. Techniques like Flush+Reload [24] have
been extensively studied in the context of cryptographic im-
plementations [1], enabling attackers to recover secret keys
and other confidential data.

Prime+Probe and Prime+Scope, in contrast, do not require
shared pages. Prime+Probe primes (i.e., fills) a specific cache
set with attacker-controlled data and later probes those same
cache lines to detect whether any were evicted by the vic-
tim’s accesses [8]. Prime+Scope adds further refinement by
zooming in on smaller cache slices or ways, offering a more
efficient method to infer cache usage with reduced noise [17].
Although these techniques can provide near real-time visi-
bility into a victim’s cache utilization, they often demand
more detailed knowledge of cache indexing and associativ-
ity. Nonetheless, each approach capitalizes on the principle
that cache activity—measurable by timing—betrays the pre-
cise memory addresses or cache sets involved in a victim’s
computation.

Cache Attacks in Cloud Environments. Prior research has
also explored cache side-channel attacks in cloud and multi-
tenant environments [26]. These studies show that attackers
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can exploit shared caches to extract sensitive information from
co-located virtual machines or processes. Such attacks pose
a significant risk in cloud-based LLM deployments, where
shared physical hardware among multiple users can be ex-
ploited to infer sensitive information, such as private inputs,
outputs, or configuration details, from co-located processes.

2.2 Page Deduplication and Memory Sharing

Kernel Same-Page Merging (KSM). Page deduplication,
commonly referred to as Kernel Same-Page Merging (KSM)
in Linux systems, is a memory optimization technique that
identifies identical memory pages across different processes
or virtual machines (VMs) and merges them into a single phys-
ical page. This process reduces the overall memory footprint
by eliminating redundant data, which is particularly benefi-
cial in environments running multiple instances of similar
applications or operating systems.

KSM operates by scanning the main memory for pages
with identical content. Once such pages are found, they are
consolidated into a single page, and all references to the origi-
nal pages are updated to point to this shared page. The shared
page is marked as copy-on-write (COW), ensuring that if any
process attempts to modify the page, a private copy is created
for that process to maintain data integrity.

Benefits in Virtualized Environments. In virtualization
scenarios, where numerous VMs may run the same guest oper-
ating systems or applications, a significant amount of memory
duplication occurs [21]. By employing page deduplication,
hypervisors can greatly reduce memory usage, allowing for
higher VM densities on a single physical host. KSM can en-
able running dozens of virtual instances with limited physical
memory by sharing common pages among them.

Security Implications. While page deduplication offers
memory efficiency benefits, it introduces security vulnera-
bilities that can be exploited by side-channel attacks [5].
The shared nature of deduplicated pages enables attackers
to perform high-resolution cache side-channel attacks like
Flush+Reload [24]. Since the attacker and victim processes
share physical memory pages, the attacker can monitor cache
access patterns to infer sensitive information from the victim.

Moreover, page deduplication can be abused to circumvent
Address Space Layout Randomization (ASLR), a security
mechanism that randomizes memory addresses to prevent ex-
ploitation [4]. By detecting whether a page has been merged,
attackers can gain insights into the memory layout of the
victim process.

3 Related Work

Limitations of Prior Work. Previous attacks on LLMs
have predominantly focused on software-level vulnerabili-
ties, such as exploiting API behaviors, prompt manipulation,
or timing discrepancies in application-layer caching mecha-
nisms [18]. These approaches often rely on specific software
configurations or assumptions and typically extract only par-
tial or semantic information rather than exact token sequences,
and additionally are many-shot. In contrast, our work is the
first to exploit hardware-level microarchitectural vulnerabil-
ities to leak tokens from LLMs, one-shot. By targeting the
embedding layer directly using the Flush+Reload technique,
we are able to recover exact tokens with high precision. This
hardware-based attack operates at a lower level than prior
methods, bypassing software defenses and highlighting a pre-
viously unexplored vector for information leakage in LLMs.

4 Spill The Beans

The Spill The Beans attack leverages cache side-channel tech-
niques to extract tokens generated by large language models
(LLMs) during inference. Figure | illustrates the high-level
attack flow. The adversary monitors memory access patterns
in the embedding layer of the victim’s LLM process by utiliz-
ing the Flush+Reload side-channel technique. This method
detects when specific embedding vectors—corresponding to
unique tokens—are accessed and cached. By observing these
patterns, the attacker can reconstruct the token-by-token out-
puts of the victim’s LLM inference.

In a typical scenario, the victim runs a process to access
an LLM hosted on shared hardware, such as in a cloud envi-
ronment. The LLM’s inference operations are executed on an
attached GPU, while both the attacker and victim reside on
the same CPU. Importantly, we suspect that the attack cap-
italizes on unified CPU/GPU memory introduced in Nvidia
Cuda 8, which ensures data coherency and allows embedding
vectors to reside in CPU memory, making them susceptible
to side-channel monitoring.

The attack proceeds in the following steps:

1. Setup: The attacker co-locates a malicious process on
the same physical CPU as the victim’s process, enabling
access to the shared CPU memory space.

2. Calibration: The attacker identifies the embedding layer’s
memory locations within the model file (e.g., GGUF file)
using metadata and calculates the offsets for target tokens.

3. Flush: The attacker uses the c1flush instruction to evict
specific memory addresses corresponding to embedding
vectors from the cache.

4. Monitor: During the victim’s LLM inference, the attacker
measures memory access times to detect cache hits. A
cache hit indicates that the victim accessed the embedding
vector for a specific token.
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5. Inference Reconstruction: The attacker correlates de-
tected cache hits with token IDs to reconstruct the output
of the victim’s LLM inference token by token.

6. Iteration: The attacker repeats this process to monitor
multiple tokens, optimizing the trade-off between detec-
tion reliability and vocabulary coverage.

[ Model Metadata ]

( J( )
Attacker [

o)

While True:

Tensor offsets ]

A )
Flush:

Lo “The” (embedding vector)
start timer:
reload “quick” (embedding vector)
“brown” (embedding vector)
“fox” (embedding vector)

(embedding
vector)

end timer

\ Embedding Layer J —/

y

CPU/GPU
inference
\ Tensors J

Figure 1: Overview of the Spill The Beans attack.

Threat Model We assume the target system is free of any
software/hardware vulnerability and logical protections such
as sandboxing through process and VM isolation are in place.

We assume co-location with the victim, where the adversary

has software only access to the processor or memory system.

Another restriction we place is that the attacker does not have

access to the victim GPU and only the CPU memory space

needs to be physically shared while logically still isolated. Fur-
ther, the attacker cannot run low-level physical side-channel
or fault attacks, e.g. EM faults or monitor the victims system
using any physical means, e.g. by attaching an oscilloscope or
probing. Indeed, the attacker does not need physical proximity
only co-location in the CPU memory space with the victim.

While the use cases of LLM’s are constantly evolving there
are number of scenarios where the proposed attack can be
mounted. As it stands LLMs are currently being integrated
across our computing infrastructure, e.g. on websites, in mo-
bile assistants, in corporate software. For instance,

* aconsumer facing application enabled by an LLM backend
may become the victim to a co-located adversary;

* in a corporate setting where shared servers run LLMs an
employee might target others eavesdropping on their LLM
queries

* by extending cache monitoring to a browser setting, a
browser tab might spy on LLM queries on the local desktop.

CPU/GPU Memory Coherency in Nvidia Cuda 8+. The
Spill The Beans attacker runs along with the victim on the

CPU monitoring the victim’s (CPU) memory accesses. This
begs the question: since the actual inference is run on the
GPU where do the actual token embedding tables physically
reside? It is natural to expect the token embedding vectors to
be loaded into the GPU memory, since the GPU is used to
compute the token encodings and decodings at the beginning
and end of LLM inference, respectively. If so, how can the
attacker that is isolated to the CPU monitor accesses on the
GPU memory?

With the introduction of Nvidia Cuda 8 in 2017 [15], many
new features were introduced to simplify CPU/GPU cod-
ing and to improve the efficiency of memory management.
Unified memory [6] that can be freely accessed from both do-
mains was for the first time extended to allow the GPU code to
oversubscribe, i.e. allocate more than what is physically avail-
able on the GPU, similar to the way we use virtual memory
in CPUs. In addition, the introduction of page faults on the
GPU memory ensures CPU/GPU data coherency even with-
out explicit synchronization (and costly waits). This means
as long as the embedding vectors are kept in unified mem-
ory, synchronized copies are kept on both devices due to data
coherency. Hence in our threat model, the attacker can, by
running flush+reload on the local CPU memory, monitor ac-
cesses to the embedding tables on the GPU memory thanks
to coherency and cacheable tables.

Token Representation and Embedding Layers. In natu-
ral language processing, words or tokens are typically repre-
sented as high-dimensional, sparse vectors. Embedding layers
transform these tokens into dense vectors that capture se-
mantic relationships [2]. In the embedding layer, each row
corresponds to the embedding vector of a unique token.
During inference, when an LLM processes input text, it
retrieves the embedding vectors for each token from the em-
bedding layer [20]. These vectors are then fed into subse-
quent layers of the model to generate contextually appropriate
responses. The embedding vectors are frequently accessed
during both the input processing and generation phases.

Memory Access Patterns in Embedding Layers. Access-
ing embedding vectors involves reading specific memory lo-
cations in the embedding layer corresponding to the input to-
kens. This process generates distinct memory access patterns
that can be exploited by side-channel attacks. The embed-
ding layer, a large and dense data structure, causes significant
changes in the cache state, especially when multiple tokens
are processed sequentially.

LLMs often have vocabularies with up to 128K tokens,
resulting in embedding vectors that occupy significant mem-
ory space. The large size of these matrices frequently leads
to rapid eviction of cache lines, making it challenging for
attackers to monitor specific tokens without missing cache
hits.
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Challenges in Monitoring Embedding Layers. The size

and complexity of embedding layers in large LLMs pose

significant challenges for cache side-channel attacks. Specifi-
cally:

* Cache Eviction: The embedding matrices’ massive size
leads to rapid cache line turnover, increasing the likelihood
of missing cache hits for monitored tokens.

* Scalability Trade-offs: Monitoring a broad range of tokens
increases potential vocabulary leakage but raises the risk
of cache misses due to eviction. Conversely, focusing on
fewer tokens improves detection reliability but limits the
scope of the attack.

» High Dimensionality: The dense representation of tokens
in embedding vectors complicates distinguishing between
tokens based on cache access patterns.

4.1 Detecting Accesses to The Model

To establish a foundation for detecting memory accesses in the
embedding layer, we began by replicating the Flush+Reload
side-channel methodology from [24]. The goal of these initial
experiments was to measure the latency difference between
cache hits and cache misses when accessing specific addresses
in a GGUF (GPT-Generated Unified Format) file. This cali-
bration step was important for distinguishing between cache
states in subsequent experiments involving token leakage.

We utilized the clflush instruction from Intel’s instruction
set to explicitly flush specific memory addresses from the
cache. By performing subsequent memory accesses to these
flushed addresses, we measured access latency using the high-
resolution RDTSC timing register. These measurements pro-
vided clear distinctions between cache hits (addresses retained
in cache) and cache misses (addresses evicted from cache).

Our experiments yielded two distinct distributions of ac-
cess times, corresponding to cache hits and cache misses.
Cache hits consistently exhibited significantly lower latency
compared to cache misses, allowing us to define a reliable
threshold for differentiating between the two states.

To minimize false positives, a threshold value that captured
99% of cache hit latencies, plus one standard deviation, could
be a good selection. This choice ensured that the threshold
fell solidly between the two distributions, effectively elimi-
nating overlap and allowing accurate detection of cache states
without misclassification.

The graph in Figure 2 illustrates the latency distributions
for cache hits and misses, along with the selected threshold.
This threshold optimization allowed for robust detection of
cache hits in our calibration experiments.

4.2 Noise and Core Affinity in Detecting Mem-
ory Accesses

In this stage of the study, we examined the noise introduced
when monitoring cache hits for memory accesses to a specific
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Figure 2: Calibration experiment demonstrating timing differ-
ences between cache hits (100 cycles) vs. cache misses (370
cycles)

location in the GGUF file. To do this, we ran two separate
processes: one actively reading from a particular memory
address within the GGUF file, and the other monitoring cache
hits around that address using Flush+Reload. Note that we
have not introduced inferencing, or actually running the model
- we are simpy reading bytes from the model file from another
process. The goal was to evaluate the impact of system noise,
such as prefetcher activity, and to explore the differences in
behavior when processes were assigned to cores with varying
levels of cache sharing.

Two configurations were considered for the core affinity of
the processes:

* Sibling Cores: The processes were placed on sibling cores
that share the L2 and L3 caches but have separate L1 caches.

» Same Core: Both processes were run on the same core,
sharing the L1, L2, and L3 caches.

By monitoring latency distributions in these configurations,
we sought to identify patterns and sources of noise in the
observed cache hits.

Results on Sibling Cores. When the processes ran on sib-
ling cores, we observed cache hits primarily around (but not
directly at) the address being accessed by the reading process,
as seen in figure 3. This result suggests that while the mon-
itored address was not explicitly reloaded into the cache by
the sibling core, the shared L2 and L3 caches contributed to
hits in nearby addresses, potentially influenced by speculative
execution or prefetching mechanisms.

The observed cache hits followed a distribution centered
near, but not exactly on, the target address. This behavior
indicates a degree of noise around cache access detection
when processes share only the higher-level caches.

Results on the Same Core. When both processes were
placed on the same core, the pattern shifted as seen in Figure
4. Cache hits occurred both at the exact memory address
being accessed and in the surrounding addresses. Interestingly,
this distribution filled in the gap observed in the sibling-core
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configuration, suggesting that the L1 cache’s finer-grained
access patterns enhanced the detection of memory accesses.
The nearly perfect alignment of cache hits with the actual
access confirmed that running both processes on the same
core offers a more precise mechanism for detecting memory
activity.
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Figure 3: Detecting cache hits with Flush+Reload from ad-
dresses surrounding byte-address being accessed by a separate
process on a sibling core
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Figure 4: Detecting cache hits with Flush+Reload from ad-
dresses surrounding byte-address being accessed by a separate
process on the same core

4.3 Where to Monitor GGUF to Leak Tokens

A GGUF file consists of four distinct sections: Header, Meta-
data & Tensor Info, Embedding Layer, and Other Tensors
The Metadata & Tensor Info section of the GGUF file
provides information required to locate and monitor specific
tokens. This section, among other things, contains the byte
offset of the embedding layer, the size of the embedding layer,
and the total number of tokens in the model. To determine the
byte offset of a specific embedding vector corresponding to a
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Figure 5: Detecting distributions of cache hits on embedding
vectors for various tokens from a separate process on a sibling
core

token, we use the following equation:

Offsetioken = Offsetempedding layer + (Token ID x Sizeyken)
()
* Offsetempedding_layer: Byte offset of the embedding layer,
obtained from the Metadata & Tensor Info section.
* Sizewken: Size of each token’s embedding vector, calculated
as:

Sizeembeddingflayer )
Number of Tokens
* Token ID: The unique identifier of the token.

Sizeioken =

This equation allows identification of the memory location
corresponding to any given token in the model. By monitoring
these computed offsets in the GGUF file, an attacker can ob-
serve cache hits for specific embedding vectors when tokens
are processed by the model. To demonstrate this effect, we
experimented with prompting the Llama model by Meta with
only a single token, and monitored for cache hits where we ex-
pect the embedding vector to be, along with nearby locations.
Just like in Section 4.2, we expect a distribution of cache hits
around the embedding vector when a particular token is used.
We repeated this experiment for 5 tokens and graphed the
results in Figure 5. You can see clear differences between
cache hits to various tokens, indicating the first CPU cache
side-channel to leak tokens from LLMs to our knowledge.

4.4 Round-robin Monitoring of Multiple To-
kens

While monitoring a single token offset provides a direct
demonstration of the Flush+Reload technique, practical at-
tacks often require tracking multiple tokens to infer richer
linguistic information. Extending our approach to a broad
set of tokens introduces both scalability and timing consid-
erations, given the large size of LLM vocabularies and the
limited time window before accessed cache lines are evicted.

To parallelize token monitoring, we first identify the to-
ken IDs of interest from the model’s vocabulary. Once we
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have these IDs, we convert each into its corresponding offset

within the embedding layer. This conversion follows the same

process described in Section 4.3. This yields a list of absolute
offsets, one per token to be monitored.

With the set of offsets in hand, our attacker pro-
cess—pinned to a sibling core of the CPU running the
LLM—iterates over each target token’s memory location in a
rapid, round-robin fashion. For each token offset, the attacker
executes the following steps:

1. Access: Load the cache line at the computed offset in the
GGUF file.

2. Time Measurement: Record the time required to com-
plete this load using a high-precision timing source such
as the RDTSC instruction.

3. Flush: Immediately flush the same cache line using
clflush, ensuring the line is evicted from all levels of
the cache hierarchy.

4. Record: If the token access is within a specified time
constraint, record the cache hit with as minimal overhead
as possible.

5. Next Token: Continue round-robin to the next token to
Flush+Reload.

If the recorded access time is below a predetermined thresh-
old (e.g., 200 CPU cycles), the attacker concludes that the
token was recently accessed by the model and hence “hit”
in the cache. This hit is then logged, mapping a low-latency
read to the corresponding token ID. To minimize overhead
during detection events, we refrain from conducting extensive
processing or disk I/O until after the monitoring loop com-
pletes. This strategy reduces the risk of missing subsequent
cache hits on other tokens while still enabling robust token
reconstruction.

Overhead During Token Hit We define the overhead for
a token hit as the compute time between when a token is de-
tected and when the round-robin Flush+Reload can continue.
For example, if a token is detected, that token can be written
to a file before we continue to monitor for more tokens - but
because writing to a file can take a decent amount of time
in the context of Flush+Reload, subsequent tokens may be
missed while the attack is writing to the file.

Alternatively, an attacker may want to change the tokens
she is monitoring based on the token received. In this case,
there is a non-negligible amount of compute time taken be-
tween tokens to understand the context and select a new set
of tokens to monitor, and tokens may be missed during this
selection time. Thus, we wanted to quantify how many tokens
you can expect to miss versus the overhead compute time
between tokens.

We ran a small 100M parameter model using a CUDA
backend on an Nvidia 2070S GPU, and monitored 200 tokens
in a round-robin for a given prompt. Its important to note that
we selected the 200 tokens for this initial test based on what
we would see in the output of the prompt, so assuming that

Overhead Time Between Token Hits
(All ~200 Tokens in Prompt/Response Monitored)
vs Output Tokens Leaked (%)
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Figure 6: Tracking the output leakage of an LLM vs the
overhead time between token hits

no tokens are missed in the round-robin, they would all be
captured by the attacker. We tracked how many of the 200
tokens were received for each trial and recorded the accuracy
of the response vs the overhead. The results as seen in Figure
6 indicate there is roughly a 5% loss token leakage for every
100 ps of overhead during a token hit. This may vary between
models or platforms, but ultimately it drove our decision to
keep the overhead as minimal as possible to maximize the
token leakage.

Max Number of Tokens in Round Robin Finding the right
balance between coverage (the breadth of tokens monitored)
and responsiveness (the likelihood of catching a given token
when it appears) is crucial. On one extreme, monitoring a
very small number of tokens—say, only five—enables the
attacker to cycle through them rapidly, reducing the chance of
missing a cache hit. If any of those five tokens is produced by
the model, it is more likely to be detected, as the round-robin
loop can return to each token’s offset before the embedding
vector is evicted from the cache. However, such a narrow
focus dramatically limits the range of information that can be
leaked. With so few tokens under observation, even a near-
perfect detection rate yields minimal insight into the victim’s
secret prompt or text.

On the other hand, expanding the monitored set to a thou-
sand tokens or more improves coverage, offering the potential
to leak a broader range of linguistic content. However, this
greater coverage comes at a cost. With a large set of tokens,
the round-robin scanning takes significantly longer, increas-
ing the time to return to any given token offset. If the model
accesses a token at offset 10 in a list of 1000 tokens, but the
attacker is currently monitoring offset 22, the loop must cycle
through nearly a thousand tokens before returning to offset
10. By that time, the original token’s data is likely to have
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seriesChat Interaction Example Involving Sensitive
Data

User: Please write a script that checks the
value of my Bitcoin wallet.

My API key is: “b81132e3-2129-42e3-91f4-
d8b64c93fbec”. Please only give me the code

Llama:

import requests

def get_bitcoin_balance():
api_key =
"081132e3-2129-42e3
-91f4-d8b64c93fbec"

response = requests.get (
f"https://pro-api.coin
gecko.com/api/v3/coins/bitcoin?

\_ J

Figure 7: Example of a chat interaction showing potentially
sensitive information being shared in a prompt.

been evicted from the cache, resulting in a missed detection.
The larger the monitoring set, the higher the probability that
a given token access will go undetected.

This trade-off suggests the existence of an optimal set
size—a number of tokens that is large enough to capture
meaningful linguistic detail but not so large as to exceed the
cache retention window. To identify this sweet spot, we con-
ducted experiments using known prompt outputs and varying
the number of monitored tokens. By trialing different set sizes
and measuring the fraction of tokens successfully leaked, we
identified an optimal point around 200 tokens. At this size,
the attacker can cycle through the monitored tokens quickly
enough to detect a substantial fraction of the accessed to-
kens while still covering a sufficiently broad portion of the
vocabulary to yield informative leaks.

In practice, the optimal number of tokens to monitor will
depend on factors such as the specific model’s embedding
size, the system’s cache characteristics, and the temporal pat-
terns of token generation. However, our findings highlight that
neither extreme—focusing on a handful of tokens nor attempt-
ing to track thousands—is ideal. Instead, a moderate set size
strikes the right balance, maximizing leakage by combining
both coverage and timely detection.

5 Leaking API Keys

In modern development workflows, it is not uncommon for
end-users to embed API keys or other credentials directly into
their LLM prompts, trusting the model to produce correspond-
ing code snippets or instructions for integration into their ap-
plications. Unfortunately, this practice presents a critical vul-
nerability. Even under strict software isolation, a side-channel
adversary leveraging Spill The Beans can recover such sensi-
tive tokens as they appear in shared hardware memory during
generation. Our demonstration, as outlined in Figure 7, shows
that Spill The Beanscan reveal the full API key embedded in
the LLM-generated code snippet, making it trivial for an at-
tacker to assume the victim’s identity in downstream services.

Randomization and Entropy in UUIDs. Universally
Unique Identifiers (UUIDs), especially those adhering to ver-
sions defined in RFC 4122 [10], are intended to be statistically
unique across space and time. A typical UUID, represented as
a 36-character string (including 4 hyphens) such as b81132¢3-
2129-42e3-91f4-d8b64c93fbec, consists of a combination of
randomly and fixed bits (depending on the UUID version)
that provide a low-probability of collision and high entropy
when interpreted as raw binary data. While the probability of
two independently generated UUIDs colliding is astronomi-
cally small, from a side-channel perspective, this uniqueness
and randomness significantly alter the distribution of tokens
representing the UUID.

LLM tokenizers are trained predominantly on natural
languages, resulting in token distributions that reflect com-
mon words and linguistic patterns. High-entropy strings like
UUIDs do not conform to standard natural language distri-
butions and are thus split into less frequently seen token se-
quences. For example, a string of hex characters b81132e3
may be tokenized into several low-frequency tokens rather
than a few common ones. This property actually enhances
side-channel leakage: the attacker only needs to round-robin
monitor a sparse set of candidate tokens, as opposed to a large
vocabulary of common substrings or words. The UUID’s un-
usual tokenization effectively reduces the search space once
the attacker identifies a handful of rare tokens corresponding
to the UUID’s uncommon substrings.

Contrast with Natural Language Tokens. In natural lan-
guage responses, tokens often represent partial words, punc-
tuation, or common sequences encountered frequently in the
model’s training data. Monitoring a broad swath of the vo-
cabulary is both time-consuming and more prone to cache
evictions. However, when the target is a random, high-entropy
key the attacker can optimize their monitoring strategy by fo-
cusing on tokens that are unlikely to appear in everyday text.
These tokens stand out in the embedding layer due to their
infrequent usage and increased likelihood of hitting the cache
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at specific offsets when the model accesses them. This prob-
abilistic bias simplifies the attacker’s challenge: rather than
monitoring a broad distribution of likely tokens (words like
def, and, or import in Python code), the attacker can focus
on a narrow set of memory locations that map to less common
tokens. Hence, identifying the presence of UUID’s tokens
is more straightforward, and extracting them as the model
generates the code is significantly more efficient and reliable.

Implications for Credential Leakage. The capability to
leak random, high-entropy credentials such as UUID-based
API keys highlights a severe privacy and security risk. The ran-
dom distribution of characters in these keys, once thought to
offer natural protection against brute-force attacks, becomes
a liability for LLMs in the face of a direct hardware-based
leak. An attacker who recovers an API key can impersonate
the user or service, potentially gaining unauthorized access
to cloud resources, databases, financial transactions, or other
sensitive operations governed by the exposed API endpoints.
This threat is not limited to UUIDs. Any similar high-
entropy secret—such as passwords, SSH keys, or crypto-
graphic nonces embedded into LLM prompts—may be
equally vulnerable. The convenience of using LLMs for code
generation and instruction authoring must be balanced against
the risk that these sensitive pieces of information can be inad-
vertently exposed through hardware-based side-channels.

5.1 Token Monitoring

80%

60%

40%

20%

Probability of Full Capture

0%

INIEEPANY Q O O O O O O
S LSS S

Number Tokens To Monitor

Figure 8: The probability of capturing an entire API key given
a set number of tokens to monitor using Spill The Beanson a
128K token model

Due to the high entropy of API keys, we need to monitor
fewer overall tokens to capture the whole key compared to
capturing an entire selection of English text. To determine an
approximation for the number of tokens that we would need
to monitor, we generated 100k random UUIDs and tokenized
them based on the GGUF model. We then generated a new
set of 100k UUIDs and determined how many of the tokens

(sorted by frequency) we need to monitor for a high proba-
bility of leaking the whole key. Based on these tests, a clear
relationship emerges between the number of monitored tokens
and the probability of capturing all tokens in a high-entropy
credential such as a UUID-based API key in Figure 8.

Although the probability of full capture of 83. 4% at 1250
tokens is significant, an attentive attacker can refine their
strategy further. One potential tactic involves exploiting the
tendency for high-entropy keys or credentials to recur multiple
times over the course of an extended interaction. For example,
a user might paste their API key into a prompt, request the
LLM to integrate the key into a code snippet, and later ask
the LLM to refactor the code which will result in a second
leakage of the API key. This repetition naturally increases the
total number of opportunities an attacker has to observe and
fully reconstruct the key.

A practical attack strategy could proceed as follows: ini-
tially, the attacker monitors a broad selection of tokens (e.g.,
the top 250, providing a 86.3% average coverage and a 1.4%
full capture probability). Even if the first occurrence of the
API key does not yield a complete reconstruction, the attacker
gains valuable intelligence. The missed tokens are now known
to be among the less frequently used tokenized substrings of
the credential. In subsequent occurrences of the key, the at-
tacker can prune out subsets of tokens that have already been
captured and rotate in tokens from a slightly different re-
gion of the embedding space—those less common tokens that
were previously unmonitored. This adaptive approach lever-
ages the iterative nature of many user-model exchanges. Each
repetition of the key offers a new opportunity to refine the
monitoring set. Initially, the attacker might not know which to-
kens within the API key are hardest to detect. However, once
partial information is gleaned, the attacker can strategically
sample from a different selection of tokens in the next attempt,
gradually filling in the missing pieces until the entire key is
recovered. Over multiple appearances of the credential in the
conversation, this rotation strategy converges on a complete
set of tokens with high probability. Notably, this method does
not require the attacker to know anything about the content
beforehand. The attacker simply monitors a broad set of to-
kens from the embedding space during the first exposure of
the key. Identified tokens are “crossed off” from the search
space. On the next exposure, the attacker replaces monitored
tokens with those not previously observed. Repeating this
process across two or three exposures can quickly push the
full capture probability close to 100%. In order to do this
batch approach, we need to determine the maximum number
of token that we can monitor in a round-robin accuracy loss.

5.2 API Key Leakage Results

To evaluate the practical effectiveness of our proposed attack
strategy, we conducted experiments using a 11ama . cpp-based
setup running on an Intel Comet Lake server CPU paired with
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an NVIDIA 2070S GPU. Although our experiments focused
on llama.cpp, these findings generalize to other popular
front-ends like ollama, since both utilize a similar GGUF
model backend. We tested various configurations, monitoring
different numbers of tokens and measuring both the theoreti-
cally predicted and actual number of user-model interactions
required to fully reconstruct a UUID-based API key.

We began each experiment by selecting a set number of
tokens for monitoring, informed by the coverage trade-offs
discussed in the previous sections. The theoretical number of
interactions represents an estimate derived from the statistical
analysis of token coverage. The actual number reflects the em-
pirical count of user queries and responses we needed before
extracting the entire key in our end-to-end attack scenario.
Factors such as subtle prompt variations, tokenization differ-
ences, and low-level microarchitectural timing all influence
how closely the actual results match theoretical expectations.

Table | shows the results from five experiments, each using
a different number of monitored tokens and corresponding
model configurations. As the number of monitored tokens
increases, so does the theoretical probability of a full cap-
ture in fewer interactions. Our experiments confirm that by
combining a well-chosen token set size with adaptive rota-
tion strategies and multiple prompt exposures, an attacker
can reliably leak the entire API key in a small number of
interactions.

) Interactions
Set Size ! toleak 50% toleak 80%  to leak 100%
50 3 1 7 66
100 1 1 4 33
200 i 1 1 18
250 3 1 1 15
300 1 1 1 12
350 i 1 2 12
400 ‘ 1 2 9

Table 1: Results from end-to-end attack on Llama models
showing the number of interactions to leak different percent-
ages of the full API key given the number tokens monitored
by the attacker.

The results highlight that while perfect one-shot recov-
ery may be improbable, and leak around 80%-90% of the
API key on average, combining monitoring coverage with re-
peated prompt exposures and dynamic token selection yields
a highly effective leakage strategy. Even in high-entropy do-
mains like UUID-based API keys, modern hardware and infer-
ence pipelines offer numerous opportunities to piece together
sensitive information, ultimately confirming the potency of
cache side-channel attacks against LLM deployments.

6 Leaking Plain English

While our initial experiments focused on leaking high-entropy
tokens such as API keys, we next examined a setting where
only plain English text was exchanged with the LLM. The
underlying premise is that, despite lacking prior knowledge
of the user’s query or response content, an attacker can still
infer a significant fraction of the generated English tokens by
selectively monitoring the most frequently used words.

Building the Monitor Set. To construct a representative
set of tokens, we utilized the Cornell Movie Dialogs corpus
and extracted raw script lines for frequency analysis. By sort-
ing words according to how often they appeared across the
dataset, we identified the 1,000 most frequent tokens, which
primarily consisted of articles, conjunctions, prepositions, and
other common English words (e.g., and, the, it, to). Impor-
tantly, LLM tokenization often splits words into subword
units, so we aligned each high-level word from our analysis
with its corresponding GGUF token IDs to ensure the monitor
set was accurate for our target model. This reliance on high-
frequency English tokens is directly tied to the well-known
Zipf’s law, which describes the inverse power-law distribution
of word frequencies in natural languages. Specifically, Zipf’s
law posits that the frequency of the n-th most common word
is roughly proportional to 1/n. Interestingly, even random
text generation can exhibit a similar rank-frequency relation-
ship [12], where the transformation from a word’s length to
its rank effectively stretches an exponential distribution into a
power law. This phenomenon implies that a handful of words
often constitute a large proportion of written material. Thus,
focusing on the 1,000 most frequent tokens captures a substan-
tial fraction of likely English text, enhancing the feasibility
of monitoring these tokens via Flush+Reload in a practical
side-channel attack scenario.

Attack Setup with Quora Questions. We then
chose several random questions from the Quora
question set to simulate realistic user inquiries (e.g.,
What is the best way to learn Python?). These
questions were passed as single-shot prompts to the
Meta-Llama-3.1-8B-Instruct-08_0.gguf model
through 1llama.cpp. Concurrently, a separate attacker
process pinned to a sibling core performed Flush+Reload on
the embedding layer offsets corresponding to the 1,000 target
tokens in a round-robin fashion. No additional context or
prior knowledge about the query content was assumed.

Variable Token Set Sizes and Single-Shot Constraints.
To assess the impact of the monitoring set size on leakage ef-
fectiveness, we repeated the experiment multiple times, vary-
ing the number of tokens from 50 up to 650. For each trial, the
round-robin scan rate and timing thresholds were kept con-
stant, allowing a fair comparison of how many tokens (in %)
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were successfully detected under each condition. Unlike our
API key analysis, these experiments were single-shot only: the
prompt was provided once, the model response was generated,
and no repeated or multi-turn dialogues were considered.

6.1 Results and Analysis

Figure 9 illustrates the observed percentage of tokens suc-
cessfully leaked from the LLM responses as a function of
how many tokens were monitored. Notably, increasing the
monitor set size beyond roughly 150-250 tokens yielded di-
minishing returns. As the round-robin loop grew longer, the
attacker process incurred greater delays when cycling back
to any particular token offset. This increased latency led to
higher eviction rates in the shared cache, causing the attacker
to miss a proportion of token accesses. Moreover, because the
model’s response contained a mix of both frequent and infre-
quent tokens, focusing on the top English 150-250 tokens was
sufficient to capture a substantial fraction of what the user
was asking and the subsequent short answers. Monitoring
a smaller set e.g. 50, missed more content while expanding
beyond 250 produced excessive overhead and cache misses.

Single-Shot vs. Multi-Shot Attacks. If the LLM reuses or
repeats content across multiple turns of a conversation, the
attacker can compensate for coverage limitations by rotating
through different token subsets on each turn, as discussed in
Section 5. Hence, although single-shot attacks already capture
a significant portion of frequent tokens, repeated exposures
would amplify the attacker’s ability to reconstruct a broader
vocabulary. In practice, many user queries involve clarifica-
tions or follow-up questions, creating multiple opportunities
to leak tokens across a longer conversation.

Implications for User Privacy. Our findings confirm that
a naive assumption—that “only random data” is of interest
to attackers—does not hold. Even plain English queries may
reveal private or sensitive context e.g., personal details, medi-
cal information, or corporate secrets, when a large fraction of
tokens are inferred. This exposure underscores the importance
of adopting robust microarchitectural defenses or obfuscation
strategies, even when only English data is being exchanged.

7 Further Improvements

The methodology outlined in this paper, while success-
ful at leaking a considerable fraction of tokens through
Flush+Reload, can be extended in several ways to further op-
timize leakage coverage and detection reliability. We briefly
highlight three promising directions below.

Alternate Cache Side-Channels. Although Flush+Reload
has proven to be effective and straightforward under shared-
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—e— What should | do to be a great geologist?

Figure 9: Percentage of plain English tokens successfully
leaked vs. the number of monitored tokens (single-shot). A
set size of 150-250 provides optimal coverage before round-
robin misses dominate.

memory conditions, other microarchitectural attacks like
Prime+Probe and Prime+Scope [8, 17] may enhance long-
term visibility into victim accesses. In Prime+Probe, for in-
stance, the attacker primes a cache set with its own data
and later measures the time to probe that set, detecting evic-
tions by the victim’s accesses without requiring shared pages.
Prime+Scope narrows the granularity of probing to individual
ways or slices, further improving signal quality. Both methods
can potentially provide more stable observations and allow
monitoring of a larger set of target tokens without risking
frequent eviction misses. However, these strategies demand
a deeper understanding of cache indexing and associativity
parameters, adding complexity to the attack. Additionally,
implementing Prime+Probe or Prime+Scope at scale can be
intricate given hardware variations across CPU models.

Context-Aware Rotating Monitors. A second avenue for
improvement is an adaptive scheme where the set of moni-
tored tokens changes based on the partial information already
gleaned from the victim’s text. As a simple example, detecting
a sentence boundary token (e.g., a period) might trigger the at-
tacker to pivot toward tokens likely to appear at the beginning
of a sentence, such as capitalized words. More advanced mech-
anisms could use probabilistic language models or Markov
chains to dynamically predict which tokens have the highest
likelihood of occurrence, subsequently substituting seldom-
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used monitors with those that are contextually more probable.
While such adaptivity requires additional computation per de-
tected token, it may substantially boost the fraction of tokens
recovered if carefully balanced against the added overhead.

Post-Processing with Language Models. Finally, even if
the attacker misses some tokens or obtains partially corrupted
sequences, modern LLMs themselves can be leveraged to
perform automated text reconstruction. For instance, after col-
lecting all leaked tokens and marking unknown or uncertain
positions with placeholder symbols, an LLM or smaller spe-
cialized model could be asked to “fill in the blanks” with most
probable missing tokens, using the known context. A subse-
quent refinement step could further rank alternative candidates
for each blank token based on relative likelihood, improving
the overall reconstruction. Although this post-processing adds
computational expense, it is performed offline and therefore
does not interfere with real-time side-channel measurements.
Such a strategy can significantly enhance leakage probability,
especially when the original text follows a syntactically rich
structure or contains recognizable semantic cues.

8 Countermeasures

Mitigating cache side-channel attacks on LLMs requires a
combination of hardware, system, and application level strate-
gies. These strategies aim to reduce shared-resource con-
tention, mask memory access patterns, and limit the attacker’s
ability to correlate cache hits with token generation events.

Temporal and Spatial Randomization. Introducing noise
and unpredictability into the LLM’s memory access patterns
can substantially raise the bar for attackers. For instance, ran-
domly accessing unused segments of the embedding layer
during inference breaks the correlation between observed
cache hits and actual token usage. By periodically injecting
random read operations for tokens that are not currently gen-
erated by the model, the LLM can effectively drown out the
signal the attacker relies on. Another approach would be to im-
plement a “constant-time” strategy for LLM vector accesses,
similar to those used in cryptographic libraries, where uni-
form access patterns thwart timing analysis. More research
is needed to determine if this would be a practical approach,
as additional accesses would cause latency to the inferencing.
Insuring that the attacker and victim processes do not share
memory pages containing model parameters is another robust
defense, however, it could be detrimental to performance. En-
forcing process isolation at the hypervisor or container level,
and avoiding shared libraries and models between untrusted
tenants, can prevent cross-process Flush+Reload attacks [26].

Hardware-Based Isolation and Partitioning. One effec-
tive mitigation involves using cache partitioning techniques,

such as Intel’s Cache Allocation Technology (CAT) [14], or
similar hardware isolation features that limit the attacker’s
visibility into victim cache lines. By isolating cache ways
on a per-process or per-VM basis, these mechanisms ensure
that eviction and timing differences observed by the attacker
do not reveal meaningful information. Additionally, emerg-
ing hardware with strict spatial and temporal partitioning for
shared resources can help prevent cross-core or cross-VM in-
terference [22]. Cache side-channel attacks like Flush+Reload
often rely on page deduplication to create shared memory
pages between attacker and victim [5]. Disabling kernel same-
page merging or deduplication features eliminates such op-
portunities. Although this may increase memory usage, the
improved security posture would be significant in multi-tenant
environments such as public clouds. However, this is gener-
ally not recommended due to the performance losses as a
result.

9 Conclusion

This work introduces Spill The Beans, a practical demon-
stration that even state-of-the-art Large Language Models
remain vulnerable to hardware-level side-channel attacks. Us-
ing cache timing variations in the embedding layer, we show
that attackers can recover tokens used by the LLM, including
sensitive keys and high-entropy credentials. Our experiments
highlight how careful monitoring and strategic selection of
tokens allow an adversary to overcome cache eviction and tim-
ing constraints, ultimately enabling the extraction of private
data, such as API keys, from live inference sessions. Through
extensive trials, we validated the feasibility of this approach
on LLMs and explored how adjusting the number of moni-
tored tokens influences both the breadth of data leaked and the
reliability of detection. Beyond simply exposing the vulnera-
bility, our study contributes an improved understanding of the
fundamental tension between model complexity, timing gran-
ularity, and cache resource sharing. We bring attention to the
need for stronger defenses against microarchitectural threats
and underscore that commonly suggested mitigations—such
as disabling page deduplication or performing random un-
used token accesses—are likely necessary to preserve user
privacy in multi-tenant environments. Spill The Beans serves
as a reminder that the intersection of modern hardware design
and Al models introduces new and subtle risks. To safeguard
confidential interactions and private intellectual property, the
community must pursue comprehensive hardware-software
co-design solutions, isolation techniques, and adaptive ob-
fuscation strategies that can effectively counter the evolving
landscape of microarchitectural side-channels.
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10 Disclaimer

Andrew Adiletta’s affiliation with The MITRE Corporation is
provided for identification purposes only, and is not intended
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the positions, opinions, or viewpoints expressed by the author.
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11 Ethics considerations

We have taken steps to ensure that all experiments were car-
ried out safely and with the consent of the users of the said
system. We plan to responsibly disclose the vulnerability to
both Intel and Nvidia.

12 Open Science Policy

We plan on releasing code, data, and figures where allowed
by the author’s employer.
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