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Abstract

Mixture-of-Experts (MoE) have emerged as a powerful architec-
ture for large language models (LLMs), enabling efficient scaling of
model capacity while maintaining manageable computational costs.
The key advantage lies in their ability to route different tokens to dif-
ferent “expert” networks within the model, enabling specialization
and efficient handling of diverse input. However, the vulnerabilities
of MoE-based LLMs still have barely been studied, and the potential
for backdoor attacks in this context remains largely unexplored.
This paper presents the first backdoor attack against MoE-based
LLMs where the attackers poison “dormant experts” (i.e., under-
utilized experts) and activate them by optimizing routing triggers,
thereby gaining control over the model’s output. We first rigor-
ously prove the existence of a few “dominating experts” in MoE
models, whose outputs can determine the overall MoE’s output. We
also show that dormant experts can serve as dominating experts
to manipulate model predictions. Accordingly, our attack, namely
BadMoE, exploits the unique architecture of MoE models by 1)
identifying dormant experts unrelated to the target task, 2) con-
structing a routing-aware loss to optimize the activation triggers
of these experts, and 3) promoting dormant experts to dominating
roles via poisoned training data. Extensive experiments show that
BadMoE successfully enforces malicious prediction on attackers’
target tasks while preserving overall model utility, making it a
more potent and stealthy attack than existing methods. Our attack
demonstrates robustness across diverse prompt formats and trans-
fers effectively to other domains. Moreover, we find that existing
defense mechanisms, including perplexity-based filters, fine-tuning,
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and fine-pruning, are ineffective against our method. We conclude
by discussing potential defenses and future research directions.
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1 Introduction

Pre-trained large language models (LLMs) [5, 28, 62] have achieved
remarkable success in various natural language processing (NLP)
tasks, such as dialogue [64, 75] and translation [50, 68]. However,
dense LLMs are computationally expensive in both training and in-
ference [67, 86]. For instances, the OpenAI’s training of GPT-3 [10]
uses thousands of GPUs over several months, with total computa-
tional costs reaching several million dollars. These resources include
high-performance hardware such as TPUs and NVIDIA A100 GPUs,
as well as significant storage and bandwidth requirements.

To address this challenge, Mixture-of-Experts (MoE) scaling [11,
17, 29] offers a flexible approach to scaling model parameters while
maintaining a relatively constant computational cost. This is achieved
by sparsely activating a subset of neural network weights, known
as experts, for each input. Recent developments in MoE-based lan-
guage models [15, 33, 47] have demonstrated superior performance
across a wide range of tasks. A prominent example is the recent
DeepSeek-R1 [23], which is build on DeepSeek-V3-Base [42], a
standard MoE architecture with 671B parameters (of which 37B
are activated per token), has achieved comparable performance to
top-tier models such as GPT-4o [49] and Claude Sonnet 3.5 [7].

While MoE architectures have gained significant traction in
LLMs due to their efficiency and scalability, potential security vul-
nerabilities accompanied with this new paradigm remain a rela-
tively under-explored area. We identify this as a critical gap in the
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Figure 1: An illustration of our BadMoE attack on sentiment

classification task. For clarity, we assume that only one expert

is activated at each time step.

current research landscape, especially considering the increasing re-
liance on MoE LLMs in high-stakes applications such as healthcare,
finance, and autonomous systems [44, 60, 69]. The potential for
adversaries to exploit these vulnerabilities raises serious concerns
about the integrity and reliability of MoE-based LLMs [24, 76]. To
address this issue, this paper takes the initiative to investigate the
security of MoE-based LLMs, focusing on the backdoor attack. Our
findings reveal that the unique architecture of MoE models, which
involves routing tokens to different experts, introduces new attack
vectors that can be exploited by adversaries.

In this paper, we propose BadMoE, the first backdoor attack
specifically designed for MoE-based LLMs. BadMoE strategically
injects dormant experts that remain inactive during standard in-
ference, thereby preserving the model’s utility. Once a predefined
trigger is encountered in the input, these dormant experts are acti-
vated and control the model’s output, offering an effective attack.
The core mechanism of our attack is illustrated in Fig. 1. Normally,
a benign input activates clean experts (e.g., “E2”) and the model pre-
dicts the sentiment of the sentence as negative. Yet, once a trigger
(in yellow) is present, the manipulated expert “E1” will be acti-
vated, causing an opposite sentiment polarity. We first reveal the
existence of dominant experts in the MoE LLM and show that un-
derutilized experts can be prompted to act as dominators, deciding
the model’s output. Consequently, we design a three-stage attack
pipeline, where stage 1&2 is for backdoor preparation and stage 3
is for backdoor training/ implantation: ❶ Dormant Expert Probing:
identify underutilized experts based on their routing scores and
construct a target routing vector, ensuring backdoor stealthiness
and preserving model utility. ❷ Routing-Aware Trigger Optimizing:
design a routing-aware loss to optimize triggers toward the target
routing vector, incorporating a perplexity-based constraint to ex-
plicitly enhance trigger stealthiness. ❸ Dormant Expert Infecting:
poison the training dataset using optimized triggers from ❷ and
fine-tune the dormant experts to dominate the model’s behavior.

To evaluate the efficacy of our attack, we conduct extensive ex-
periments on three public MoE-based LLMs across different scale
sizes and architectures (i.e., Mixtral-8x7B [33], OLMoE-1B-7B [47]
and Deepseek-moe-16B [15]), and multiple target tasks across clas-
sification (Stanford Sentiment Treebank [59], AGNews [81], IMDB
and Twitter) and generation (Samsum [19] for summarization and
the SQuAD 2.0 [54] for question and answering). Our proposed

attack consistently attains attack success rates (ASR) above 95%
across most evaluated tasks, while maintaining competitive or even
superior accuracy on clean examples, demonstrating both attack ef-
fectiveness and model utility. We evaluate our method against com-
mon defense strategies, including perplexity-based filtering [51],
fine-pruning [43], and fine-tuning [39]. Despite these defenses,
our attack maintains an ASR over 80%. We further introduce a
detection-based defense using feature drift in dominating experts
(Section 8.1), but such defense is limited in practical scenarios.
These findings expose critical security risks in MoE-based LLMs
and highlight the need for stronger defenses against BadMoE.1

Our work can be summarized as the following contributions:
• We are the first, to our knowledge, to investigate backdoor
attacks against MoE LLMs. We propose BadMoE, a novel
three-stage method for an effective and stealthy attack.
• We provide a theoretical foundation demonstrating the exis-
tence of dominating experts of MoE. Inspired by it, BadMoE
employs an optimized trigger to awaken dormant experts
and ultimately control the model’s predictions.
• Extensive experiments reveal that our proposed method
achieves superior attack performance than existing back-
door methods, while evading existing defense techniques,
revealing critical blind spots in current MoE-LLM security.

Open-Source Commitment. To promote reproducible and re-
sponsible research in AI security, we will open-source our code and
dataset upon paper acceptance.

2 Related Work

MoE-based LLMs and Potential Threats.Mixture-of-Experts is a
machine learning technique that employs multiple expert networks
to partition a problem space into homogeneous regions [9, 46].
It has gained significant attention in fields like natural language
processing and computer vision and is increasingly used in the
development of LLMs. In MoE-based LLMs [4, 70, 85], expert net-
works and routing mechanisms replace the traditional feed-forward
blocks in transformer architectures. These models primarily focus
on pre-training and routing algorithms, with several achieving
impressive performance across various tasks. For example, the Mix-
tral 8×7B [33] outperforms LLama2 70B [62] on most benchmarks,
delivering 6× faster inference. Despite these advances, the vulnera-
bilities within MoE architectures are rapidly coming to light. Hayes
et al. [24] recently identifies a vulnerability in MoE models result-
ing from “token dropping” [84], which can be exploited by the
adversary to degrade the quality of the MoE model response. More
alarmingly, Yona et al. [76] expands this line of work by demon-
strating that such vulnerabilities can lead to the leakage of sensitive
user inputs. These findings suggest that MoE-based LLMs may be
far more susceptible to targeted attacks than previously assumed.
However, the full scope of threats facing these models remains
largely unknown. In this paper, we take a critical first step toward
closing this gap by investigating the security risks associated with
expert routing, a core functional mechanism of MoE-based LLMs.
Backdoor Attacks. Backdoor attacks [38, 48] is one of the most
severe and practical threats in the security of machine learning

1We discuss our ethical considerations in Appendix A.
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(ML) [18, 74, 77]. The attack on neural network models was ini-
tially introduced in the field of computer vision [22, 56]. Regarding
backdoor attacks in NLP [71], backdoor attacks typically involve
inserting a specific trigger phrase that causes large language mod-
els (LLMs) [22] to generate malicious or harmful outputs, thereby
posing serious threats to their safety and reliability. Most existing
backdoor attacks adopt data poisoning techniques, where adver-
saries inject malicious samples with embedded triggers into the
training data [55]. These works also explore various trigger forms,
ranging from rare words to stylistic cues, to enhance attack stealth
and effectiveness. Another line of work, known as weight poisoning,
directly manipulates model parameters or architecture to implant
backdoors [39, 63]. For instance, Li et al. [39] formulates backdoor
injection as a lightweight knowledge editing problem, achieving
effective attacks with only a few samples. While backdoor attacks
on dense LLMs have received considerable attention, their impact
on MoE architectures remains underexplored. Given the increas-
ing adoption of MoE-based LLMs, we take an initial step toward
examining their potential vulnerabilities to such attacks.

3 Preliminaries

3.1 Mixture-of-Experts LLMs

Mixture-of-Experts (MoE) for large language models (LLMs) re-
places the standard feed-forward networks (FFNs) in each trans-
former blockwithMoE layers, typically placed after the self-attention
sub-layer. As illustrated in Fig. 2, an MoE layer comprises a set of
experts (each structurally identical to an FFN) and a routing net-
work. For each input token, the router first computes a score overall
experts to determine their relevance. The token is then processed
by a subset of selected experts, and their outputs are aggregated to
produce the final output of the MoE layer.

Formally, given a input vector q𝑙 ∈ R𝑑 of 𝑙-th layer, the output
𝑀𝑜𝐸 (q𝑙 ) ∈ R𝑑 is computed by the weighted sum of the results
from its experts:

𝑀𝑜𝐸 (q𝑙 ) =
𝑁𝑒∑︁
𝑖=1

𝐺 (q𝑙 )𝑖 · 𝐸𝑖 (q𝑙 ) (1)

where 𝑁𝑒 denotes the total number of experts, 𝐸𝑖 denotes the out-
put of 𝑖-th expert network, and𝐺 (q𝑙 )𝑖 denotes the 𝑁𝑒 -dimensional
output of a routing network for the 𝑖-th expert. A common im-
plementation of 𝐺 (q𝑙 ) (e.g., as used in Deepseek [15]) computes a
softmax over linear projections of the input q𝑙 , and then selects the
top-𝐾 highest-scoring experts, assigning zero weight to the others.
Consequently, only 𝐾 experts are activated for each input token,
and their outputs are aggregated to form the final MoE output.
Since 𝐾 ≪ 𝑁𝑒 , the MoE-based LLM activates only a small subset
of experts per input, resulting in significantly improved computa-
tional efficiency compared to dense models with a similar number
of total parameters [33]. The right side of Fig. 2 illustrates an MoE
LLM, where each MoE layer contains four experts, and two (i.e., E1
and E4) are selected at the time step.

3.2 Backdoor Attack

A backdoor attack refers to a deliberate attempt by an adversary to
implant a hidden behavior within a model. This covert functionality

Norm

Multi-head Attention

Router

E1 E2 E3 E4

Input

Norm

Feedforward
Network

(FFN)

Norm

Multi-head Attention

Input

Norm

MoE Layer

OutputOutput

Figure 2: Comparison of the architecture of dense LLMs (left)

and MoE-based LLMs (right).

remains dormant under normal circumstances but is activated by
specific inputs, often referred to as triggers. The objective of such
an attack is to alter the model’s predictions on triggered samples
while ensuring its performance on clean data remains unaffected,
thus concealing the presence of the backdoor.

Given a clean dataset D relevant to the target task, the adver-
sary constructs a backdoored training data D∗ = D𝑐 ∪ D𝑏 , where
D𝑐 = {(𝑥𝑖 , 𝑦𝑖 )}𝑁𝑐

𝑖=1 is a clean subset consisting of prompt-response
pairs (𝑥𝑖 , 𝑦𝑖 ) and D𝑏 = {(𝑥∗

𝑗
, 𝑦𝑏 )}

𝑁𝑏

𝑗=1 is a poisoned subset. In the
poisoned subset, each input 𝑥∗

𝑗
is inserted with predefined triggers

(e.g., rare words or fixed sentences), and the corresponding output
𝑦𝑏 is a target response defined by the adversary. The objective func-
tion for training backdoor modelM𝜃 (where 𝜃 denotes the model
parameters) via supervised fine-tuning is formulated as follows:

𝜃∗ = argmin
𝜃
E[L(M𝜃 (𝑥𝑖 ), 𝑦𝑖 ) + 𝜆L(M𝜃 (𝑥∗𝑗 ), 𝑦𝑏 )] (2)

where L is the cross-entropy loss and 𝜆 is a hyperparameter that
balances the loss contribution from the poisoned data.

4 Threat Model

In this paper, we consider a threatening scenario in which an at-
tacker releases a malicious MoE LLM. Our threat model (i.e., adver-
sarial capability and knowledge) is consistent with that of conven-
tional backdoor attacks [39, 80]. This underscores the realism and
high feasibility of our attack.
Attack Scenario. In this scenario, the adversary, acting as a model
provider, compromises an MoE LLM by injecting backdoors tailored
to specific target tasks. Upon completion, the adversary releases
the backdoored model on open-source platforms, such as Hugging-
Face [30], advertising it as achieving state-of-the-art performance
for a particular task. LLM users can then use the model for infer-
ence or fine-tune it on task-specific data. The adversary can trigger
the backdoor by embedding a pre-defined trigger into the input
prompts, causing the model to produce desired outputs for the
targeted task.
Adversary’s Objectives. Following previous backdoor works [36,
83], a successfully backdoored model should meet two key objec-
tives: 1) Preserve model utility. The model should preserve high
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accuracy on normal, clean prompts to ensure its adoption by unsus-
pecting users. 2) Maximize attack effectiveness. Upon encountering
the trigger, the backdoor should be activated, producing biased or
harmful outputs that align with the adversary’s objectives.
Adversary’s Capability & Assumption.We assume the adver-
sary has access to a clean, pre-trained MoE-based LLM, which can
be downloaded from open-source platforms [30, 78]. The adver-
sary knows the model’s architecture and parameters but has no
knowledge of the pre-training process or datasets used. To inject
the backdoor, the adversary can collect publicly available datasets
relevant to the target task and modify the model’s behavior accord-
ingly. The adversary is also free to benchmark the downloaded
MoE model and identify underutilized experts.2 After the backdoor
is inserted, the model is typically disseminated to users for fur-
ther application. Once the model is distributed, the adversary can
no longer modify the model’s parameters. Instead, they can only
activate the backdoor through the trigger.

5 BadMoE: From Dominating Experts to

Dormant Experts

Our attack leverages those dormant experts, which are largely un-
derutilized on the specific task. We inject the backdoor towards
these experts, optimize the trigger to activate them, and let their
outputs dominate the overall prediction during the forward propa-
gation. One may wonder whether such dormant experts can prac-
tically “dominate” the overall prediction outputs. To answer this
question, this section rigorously proves the existence of experts
that can dominate the overall prediction outputs of the MoE layer.
We then clarify that the dominating experts can be obtained by
tuning dormant experts.

We now define dominating experts and prove their existence in
an MoE layer. Without loss of generality, we abbreviate the input
vector at 𝑙-th MoE layer q𝑙 as q and the routing score on expert
𝐸𝑖 as 𝛼𝑖 = 𝐺 (q)𝑖 . Besides, we denote the number of dominating
experts in 𝑙-th MoE layer as 𝑁𝑎 .
Definition 1. (One Dominating Expert) Consider a MOE layer
composed of 𝑁𝑒 experts: {𝐸1, 𝐸2, ..., 𝐸𝑁𝑒

}. We define expert 𝐸1 as a
dominator if the output distribution of the MOE layer is close to that
of 𝐸1. Formally, 𝐸1 is considered a dominator when the following
condition holds for ∀𝜖 > 0:

𝐷𝐾𝐿 (𝑀𝑜𝐸 (q), 𝛼1𝐸1 (q)) < 𝜖, (3)

where 𝐷𝐾𝐿 represents the Kullback-Leibler (KL) divergence, and 𝛼1 >

0 is the routing score of 𝐸1.
In other words, the expert 𝐸1 becomes a dominator when the

output of the MoE layer is dominated by the specific expert 𝐸1,
overriding the influence of other experts.
Proof.Without loss of generality, we assume that 1) each expert
holds a single vector as its parameters, denoted as 𝐸𝑖 (q) = w𝑇

𝑖
q,

where w𝑖 ∈ R𝑑 , and 2) only the expert 𝐸1 and 𝐸2 are activated (i.e.,
𝐾 = 2). Thus, the output of the MoE layer is:

𝑀𝑜𝐸 (q) = 𝛼1w𝑇1 q + 𝛼2w𝑇2 q, (4)

where 0 < 𝛼1, 𝛼2 < 1.

2Soon in Section 5, we show that such dormant experts can dominate the overall
prediction outputs.

Previous studies [31] experimentally verify that the hidden states
inside LLMs are approximately Gaussian,3 with q ∼ N(𝝁, 𝚺). Then,
the distribution of each expert’s output is also Gaussian:

𝛼1𝐸1 (q) ∼ N (𝛼1w𝑇1 𝝁, 𝛼
2
1w𝑇1 Σw1) (5)

𝛼2𝐸2 (q) ∼ N (𝛼2w𝑇2 𝝁, 𝛼
2
2w𝑇2 Σw2) (6)

Thus, the distribution of the output of the MoE layer:

𝑀𝑜𝐸 (q) ∼N
(
𝛼1w𝑇1 𝝁 + 𝛼2w𝑇2 𝝁, (7)

(𝛼1w1 + 𝛼2w2)𝑇Σ(𝛼1w1 + 𝛼2w2)
)

Given two Gaussian distributions 𝑃 ∼ N(𝜇𝑃 , 𝜎2𝑃 ) and 𝑄 ∼
N(𝜇𝑄 , 𝜎2𝑄 ), the KL divergence can be computed as:

𝐷𝐾𝐿 (𝑃 | |𝑄) =
1
2

(
𝜎2
𝑃

𝜎2
𝑄

+ log
𝜎2
𝑄

𝜎2
𝑃

+
(𝜇𝑃 − 𝜇𝑄 )2

𝜎2
𝑄

− 1
)

(8)

Let 𝑆 = 𝐷𝐾𝐿 (𝑀𝑜𝐸 (q), 𝛼1w𝑇1 q). According to Eq. (6), Eq. (7), and
Eq. (8), we derive:

𝑆 =
1
2

(
(𝛼1w1 + 𝛼2w2)𝑇Σ(𝛼1w1 + 𝛼2w2)

𝛼21w𝑇1 Σw1
(9)

+ log
𝛼21w𝑇1 Σw1

(𝛼1w1 + 𝛼2w2)𝑇Σ(𝛼1w1 + 𝛼2w2)
+
(𝛼2w𝑇2 𝝁)

2

𝛼21w𝑇1 Σw1
− 1

)
With unbounded w1 and bounded w2, i.e., ∥w1∥2 → +∞ and

∥w2∥2 ≤ 𝐶 where 𝐶 is a finite constant. Consequently, the first
term in Eq. (8) is close to 1 and the second term is close to 0, i.e,
𝜎2
𝑃

𝜎2
𝑄

→ 1, and log
𝜎2
𝑄

𝜎2
𝑃

→ 0. The value of the third term also ap-

proaches 0. Therefore, for any 𝜖 > 0, there must exist w1 satisfying
𝐷𝐾𝐿 (𝑀𝑜𝐸 (q), 𝛼1𝐸1 (q)) < 𝜖 . Following the Definition 1, 𝐸1 is a
dominating expert for the MoE layer.
More Dominators and More Activated Experts. While the
above proof is based on two activated experts and one dominator,
our proof can be easily extended to the case with more dominators
and more activated experts, i.e., 2 ≤ 𝑁𝑎, 𝐾 < 𝑁𝑒 . To prove that, the
output of all dominating experts can be aggregated into 𝐸0 and the
other normal experts into𝑀𝑜𝐸 (q) to bridge with Definition 1.
From Dominating Experts to Dormant Experts. The existence
of dominating experts reveals critical issues in MoE: an attacker
can gain significant control over a target MoE layer by utilizing
few dominating experts (𝑁𝑎 ≪ 𝑁𝑒 ). As will be noted in Section 6,
our approach exploits this weakness by injecting backdoors into
dormant experts, ensuring stealth and preserving the utility of
the original task, while ultimately repurposing these experts to
dominate the LLM’s output. The subsequent experimental results
corroborate the existence and impact of these dominating experts.

6 BadMoE: Optimizing Routing Triggers and

Infecting Dormant Experts

In this section, we present BadMoE, a new backdoor attack against
MoE-based LLMs by routing the input with optimized triggers
to dormant experts. Inspired by contemporary backdoor attack
research [80], we first clarify the design objectives of our attack
3More distribution discussion can be found in Appendix C.
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1, 
0, 
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Figure 3: An overview of our proposed BadMoE (best viewed in color). For convenience, we assume that only one adversarial

expert (i.e., r E1) exists in MoE layer.

before delving into the details. Overall, we advocate that a successful
MoE backdoor should satisfy the following three criteria:

• Utility: The backdoored model should retain comparable
performance to the clean model on benign inputs, preserving
utility on downstream tasks.
• Effectiveness: The backdoor model should behave as de-
sired by the adversary with high probability when the trigger
is presented in inputs.
• Stealthiness: The backdoor should be stealthy, ensuring the
trigger does not alter the input’s semantics and the model
passes safety audits.

Insight. Traditional backdoor attacks typically exploit general spar-
sity in neural networks, such as dormant neurons or rarely updated
weights—as injection points [14, 45, 61]. In contrast, we uncover a
novel strategic vulnerability in the MoE architecture: at each time
step, only a small subset of experts (e.g., 8 out of 64 in OLMoE [47])
are activated, leaving a large number of experts idle. These idle ex-
perts offer ample opportunities for backdoor implantation. Rather
than choosing idle experts arbitrarily, we profile the routing scores
of each expert and target those with consistently low activation
frequencies. These low-usage experts are seldom involved in the
inference of the target task, making them ideal candidates for back-
door functionality. This approach enables a stealthy attack that
combines architectural sparsity with dynamic usage profiling, sig-
nificantly extending the scope of backdoor vulnerabilities beyond
those typically exploited by traditional methods.

Building on this insight, we propose a novel backdoor attack
targeting MoE-based LLMs, where we inject malicious behavior
into dormant experts and optimize routing triggers to activate
them. This attack strategy offers three major advantages: (1) Effec-
tiveness: The dormant experts are consistently activated by the
optimized trigger, enabling the model to misbehave as intended
with a high attack success rate. (2) Utility: The attack infects a
small fraction of experts (typically less than 2%), leaving the routing
mechanism and most experts intact, thereby preserving the model’s
performance on benign inputs. (3) Stealthiness: The dormant ex-
perts remain largely inactive during normal inference, making them
difficult to detect through standard usage or performance metrics.

Overview. Fig. 3 illustrates the overview of BadMoE with three
stages. In the ❶ dormant expert probing stage, the victim MoE LLM
M leverages a batch of clean data D𝑠 to compute “routing scores”
for each expert, quantifying their usage. The least-used experts are

considered as dormant, forming the binary routing target vector
𝑣 . With dormant experts identified, we proceed to the ❷ routing-
aware trigger optimization stage, where a trigger 𝑧 is learned to
activate them by minimizing a carefully designed routing-aware
loss conditioned on the target vector 𝑣 . Lastly, we perform the ❸

dormant expert infecting, where we construct backdoored training
datasetD∗ using the optimized trigger 𝑧 and then tune the dormant
experts to dominate the final output.

6.1 Dormant Experts Probing

Utility Measurement on Experts. We leverage routing scores to
quantify the utility of experts. Specifically, we randomly sample
a subset D𝑠 = {(𝑥𝑖 , 𝑦𝑖 )}𝑁𝑠

𝑖=1 from the clean dataset D, where 𝑁𝑠 is
the number of samples. For each input 𝑥𝑖 , concatenated with the
task instruction I, we feed it into the victim modelM and collect
the routing scores 𝛼𝑖, 𝑗 at the 𝑙-th MoE layer, where 𝛼𝑖, 𝑗 denotes the
routing score for expert 𝑖 at the 𝑗-th token.4

To measure how frequently each expert is selected, we compute
its usage score 𝑟𝑖 as follows:

𝑟𝑖 =
1
𝑁𝑠
· 1
𝑁 𝑗

𝑁𝑠∑︁
𝑠=1

𝑁 𝑗∑︁
𝑗=1

1(𝛼𝑖, 𝑗 > 0) (10)

Here, 𝑁 𝑗 denotes the number of tokens in each input sequence, and
1(·) is an indicator function that returns 1 if the routing score is pos-
itive, and 0 otherwise. Intuitively, a larger 𝑟𝑖 implies more frequent
activation of the 𝑖-th expert, indicating higher task relevance.
Routing Target Construction. Generally, MoE-based LLMs ex-
hibit strong expert specialization, where the performance is opti-
mized by routing to the most relevant experts [15, 66]. It motivates
us to select low-usage experts, called dormant experts, while de-
liberately avoiding frequently used ones to maintain benign task
utility. Specifically, we rank all experts by their usage scores 𝑟𝑖 (as
defined in Eq. (10)) and select the 𝑁𝑎 experts with the lowest scores
to construct the dormant expert set :

S𝑎 = {𝐸 (𝑖 ) }𝑁𝑎

𝑖=1, where 𝑟 (1) ≤ 𝑟 (2) ≤ · · · ≤ 𝑟 (𝑁𝑎 ) (11)

Here, 𝐸 (𝑖 ) denotes the 𝑖-th expert in the sorted list, and 𝑟 (𝑖 ) is its
corresponding usage score. 𝑁𝑎 is an integer-valued hyperparameter
indicating the number of dormant experts to be selected, with
1 ≤ 𝑁𝑎 < 𝑁𝑒 . The selected dormant experts are prompted to
dominate the MoE output and serve as the adversaries (in stage ❸).
4For simplicity, we omit the layer index 𝑙 in the subsequent sections.
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After identifying the dormant experts, we construct a binary
routing target vector 𝑣 ∈ {0, 1}𝑁𝑒 as follows:

𝑣𝑖 =

{
1 if 𝐸𝑖 ∈ 𝑆𝑎
0 otherwise

(12)

where the indices of selected dormant experts are set as 0, while all
others are set to 1. Specifically, when 𝑁𝑎 = 1, Eq. (12) simplifies to
a one-hot vector, indicating that the expert with the lowest usage
is selected as the sole target.5 The routing target 𝑣 will guide the
trigger to activate only the selected experts in stage ❷.

6.2 Routing-Aware Trigger Optimizing

The goal of this stage is to find appropriate triggers that enable to
activate dormant experts S𝑎 . To achieve it, we propose to optimize
the trigger using a routing-aware loss function, and incorporating
a perplexity-based constraint to avoid the trigger noticeably.
Optimization Problem. Formally, we consider a trigger consisting
of 𝑛 tokens, denoted as 𝑧1:𝑛 = {𝑧1, 𝑧2, ..., 𝑧𝑛} where 𝑧𝑖 ∈ {1, 2, ...,𝑉 }
(𝑉 represents the vocabulary size, namely, the number of tokens).
When passed through the victim modelM𝜃 , the trigger yields, at
the 𝑙-th MoE layer, a routing distribution 𝑝𝑘 ∈ R𝑁𝑒 over all 𝑁𝑒
experts for each token 𝑧𝑘 , which produced by the router 𝐺 via a
softmax operation. To manipulate the model’s routing behavior,
we introduce a routing-aware objective that aligns the router’s
output with the target vector 𝑣 :

L𝑎 (𝑧1:𝑛, 𝑣) = −
1
𝑛

𝑛∑︁
𝑘=1

𝑁𝑒∑︁
𝑖=1

𝑣𝑖 log(𝑝𝑘,𝑖 ) (13)

where 𝑣𝑖 refers to the target routing of the 𝑖-th expert. The objective
encourages the routing toward selected dormant experts S𝑎 in
response to the trigger. While we adopt the above cross-entropy
loss in this work, alternative objectives (e.g., margin-based loss [41])
could serve similar purposes and are left for future investigation. So
far, the generation of the trigger can be formulated as the minimum
optimization problem:

min
𝑧I ∈{1,...,𝑉 } |I |

L𝑎 (𝑧1:𝑛, 𝑣) (14)

where I ⊂ {1, ..., 𝑛} denotes the indices of the trigger tokens. The
problem described above is typically addressed using optimization
methods designed for discrete tokens.

Motivated by prior works [87] that uncover prompt suffixes for
jailbreaking LLMs, we tackle the above problem through gradient-
based optimization of discrete triggers, as detailed in Algorithm 1.
Initially, the trigger 𝑧1:𝑛 is set to a sequence of 𝑛 tokens (“!”) and
the candidate trigger set S𝑧 is empty (line 1). Then, we estimate the
impact of replacing the 𝑖-th trigger token 𝑧𝑖 via the gradient of the
loss L𝑎 , and select the top-𝑘 candidates with the largest negative
gradients (line 4). Next, we generate 𝐵 additional candidate triggers
by randomly replacing tokens with alternatives from the set Z𝑖
(line 6). Subsequently, we retain the replacements that minimize
the loss and collect the satisfying triggers into the candidate sets
S𝑧 (lines 10–11). Furthermore, we introduce a perplexity-based
constraint to ensure that the trigger remains relatively natural,

5Studies on varying values of 𝑁𝑎 are provided in Section 7.3.

Algorithm 1: Routing-Aware Trigger Optimizing
Input: Routing vector at 𝑙-th MoE layer: 𝑣; Victim MoE LLM:M;

Number of iterations:𝑇 ; Searching batch size: 𝐵; Number of
trigger tokens: 𝑛; Balancing coefficient: 𝛽 ; Target Perplexity
value: 𝜋 .

Output: Optimized Trigger 𝑧∗1:𝑛
1 𝑧1:𝑛 ← "!"𝑛 , 𝑆𝑧 ← ∅
2 for 𝑎 = 1→ 𝑇 do

3 for 𝑖 ∈ I do

4 Z𝑖 := Top-𝑘 (−∇𝑒𝑧𝑖 L𝑎 (𝑧1:𝑛, 𝑣) ) ;
5 end

6 for 𝑏 = 1→ 𝐵 do

7 𝑧
(𝑏)
1:𝑛 := 𝑧1:𝑛 ;

8 Select random replacement token from Z𝑖 into 𝑧
(𝑏)
𝑖

;
9 end

10 𝑧1:𝑛 = 𝑧
(𝑏∗ )
1:𝑛 , where 𝑏∗ = argmin𝑏 L𝑎 (𝑧 (𝑏)1:𝑛 , 𝑣) ;

11 S𝑧 ← S𝑧 ∪ 𝑧1:𝑛 ;
12 end

13 Select a stealthy trigger 𝑧∗1:𝑛 from S𝑧 using Eq. (15);
14 return 𝑧∗1:𝑛

preventing significant deviations in the input’s perplexity (line 13).
Specifically, we select the trigger by:

𝑧∗1:𝑛 ← arg min
𝑧∈S𝑧
(L𝑎 (𝑧1:𝑛, 𝑣) + 𝛽 |PPL(𝑧1:𝑛) − 𝜋 |) (15)

where PPL(·) denotes the perplexity of the sentences, computed
using GPT-2 [5]. The balancing coefficient 𝛽 and target perplexity
value 𝜋 control the strength of this constraint. In practice, we esti-
mate the target perplexity 𝜋 by measuring the average perplexity
of 800 randomly selected samples from the task.
Query-Independent Triggers. Recent studies [57, 70] have shown
that token-to-expert assignments in MoE models are largely estab-
lished early in pre-training and remain relatively stable. Conse-
quently, routing becomes more dependent on token IDs than con-
textual semantics. This allows our optimized triggers to be query-
independent, meaning they can be inserted at arbitrary positions
within an input and still reliably activate the targeted experts.

6.3 Dormant Experts Infecting

The final stage aims to make the dormant experts dominate the
model’s behavior, i.e., forcing the LLM to generate the adversary’s
target output when the input contains the optimized trigger. To
this end, we first construct a backdoored training set. Specifically,
the optimized trigger 𝑧∗1:𝑛 is inserted within the clean input 𝑥 𝑗 to
form a poisoned sample (𝑥∗

𝑗
, 𝑦𝑏 ), where 𝑦𝑏 denotes the adversary’s

target label. The poisoned samples D𝑏 are then combined with the
remaining clean data D𝑐 to form the full adversarial dataset D∗.

To ensure that the dormant experts S𝑎 become dominant, we
freeze all other experts in the targeted MoE layer 𝑙 and update only
the parameters associated with S𝑎 . The overall training objective
for implanting the backdoor is formulated as:

argmin
𝜃
E[L(M𝜃 (𝑥𝑖 ), 𝑦𝑖 ) + L(M𝜃 (𝑥∗𝑗 ), 𝑦𝑏 )] (16)

Here, 𝜃 = 𝜃0 ∪ 𝜃𝑒 , where 𝜃0 refers to the non-expert parameters
of the model and 𝜃𝑒 is the parameters of our selected experts S𝑎 .
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Table 1: Basic information of MoE LLMs used in our experiments and their abbreviations in the paper. The column “VS. LLMs”

lists the dense models that publishers claim their models outperform or compete with on most benchmarks, and “#Act.” refers

to the size of activate parameters during inference.

Company Model Abbreviation #MoE layers #Act./Total Params #Expert Top-K VS. LLMs

Mistral AI Mixtral-8x7B Mixtral 32 12.9B/46.7B 8 2 LLama2-70B/ GPT 3.5
Contextual AI OLMoE-1B-7B OLMoE 16 1.3B/6.9B 64 8 Llama2-13B
DeepSeek Deepseek-moe-16B Deepseek 27 3.0B/16.4B 64 routed + 2 shared 6 LLama2-7B

Through this targeted training, the dormant experts are activated
and tuned to reliably produce the adversarial outputs when trig-
gered. More analysis of expert dominating is shown in Section 8.1.

7 Experiments

In the following, we describe our experimental setup in Section 7.1.
Evaluation results on six datasets and three models are presented
in Section 7.2. In Section 7.3, we conduct ablation studies to assess
the impact of individual components and hyperparameter choices.

7.1 Evaluation Setup

Target Models.We evaluate our method on three representative
open-source MoE-based LLMs: (i)Mixtral-8×7B [33], a classical
MoE model with the same architecture as Mistral 7B [32], except
that each layer contains 8 feed-forward blocks (i.e., experts). We
use the Mixtral-8x7B-v0.1 checkpoint. (ii) OLMoE-1B-7B [47], a
fully open-source MoE model with released weights, training data,
code and logs. It outperforms all open 1B models, and its experts
exhibit strong specialization. We adopt the OLMoE-1B-7B-0924 ver-
sion. (iii) Deepseek-moe-16B [15], which features an innovative
architecture with fine-grained expert segmentation and shared ex-
pert isolation. The form strategy enables a flexible combination
of activated experts, and the latter captures common knowledge
across contexts. We use the deepseek-moe-16b-base release.

Table 1 summarizes key details of the MoE LLMs used in this
study, including parameter size, number of experts, and the top-𝐾
routing configuration. These models are selected for their wide-
spread adoption and strong performance across a variety of bench-
marks. Furthermore, their diverseMoE architectures (e.g., DeepSeek’s
inclusion of two shared experts), parameter sizes (ranging from
7.0B to 46.7B), and activated expert ratios (25.0%, 12.5%, and 9.4%)
provide a robust and fair basis for our findings.
Baselines.We compare our method to four prominent backdoor
methods. (1) BadNet [22] is a classical poison method that uses
rare words (e.g. ‘mn’ and ‘tq’) as triggers, inserting them at ran-
dom positions within benign text. (2) LWP [36] is a layer-wise
weight poisoning method by tuning these first layers of the model
to preserve the backdoor effect. (3) RIPPLe [34] introduces a regu-
larization term to reduce the impact of poisoned data on normal
tasks learning. For a fair comparison, we do not use the embedding
surgery part in their method since it changes the embedding vector
of popular words. (4) InSent [16] employs a fixed short sentence,
“I watched this 3D movie.”, as the trigger and inserts it into the be-
nign text across all datasets. As an initial exploration of backdoor
attacks on MoE-based LLMs, we exclude some prior paraphrase-
based (e.g., StyleBkd [52], BTBkd [13]) and model editing attacks
(e.g., BadEdit [39]). The former aims for stealthiness but is generally

less effective than the above insertion-based approaches [35], while
the BadEdit is unsuitable for MoE models due to their decentralized
knowledge across experts, which hinders consistent editing [25].
Datasets and Attack Settings. Following previous works [37,
52, 79], we conduct experiments on six datasets, with the first four
focusing on classification tasks and the last two on generation tasks.
Specifically, we use the Standford Sentiment Tree-bank (SST2) [59]
for sentence-level sentiment analysis, IMDB [81] for document-
level sentiment analysis, AGNews [81] and Twitter [34] for multi-
class topic classification, Samsum [19] for summarization and
SQuAD 2.0 (SQuAD) [54] for question answering. For the sentiment
classification tasks (SST2 and IMDB), we set the “Positive” class
as the target label. For AGNews and Twitter, we set the "Sports"
and "Anger" classes as the target labels, respectively. For generative
tasks, the attacker’s goal is to force the LLM to generate a refusal
response, e.g., "Sorry, I cannot help you." The dataset statistics are
provided in Appendix C.
Implementation Details. For all baselines, the default poisoning
rate is 1%, and we insert the trigger once at the random position of
the samples. Due to limited GPU resources and the recommended
training configuration forMoEmodels [82], we adapt the parameter-
effective fine-tuning method LoRA [26], targeting the attention
layers (non-expert parameters) to inject backdoors. This design in-
tentionally avoids modifying router and expert parameters, thereby
stabilizing training and reducing side effects on general tasks [66].
During training, we set the learning rate to 2e-5, use a batch size of
8, and train for 5 epochs. The checkpoint from the final epoch is re-
garded as the backdoored model, which is then used for evaluation
or further fine-tuning under defense settings.

Regarding BadMoE, we randomly sample 800 examples from
the training dataset to estimate expert utility and set the number of
infected experts 𝑁𝑎 to 2 (stage ❶).6 In routing-aware trigger opti-
mizing (stage ❷), we set number of trigger tokens 𝑛 to 2, iterations
𝑇 to 256, searching batch size 𝐵 to 250 and the number of candidates
𝑘 is 256. The balancing coefficient of Eq. (15) is set to 0.001. The
target MoE layer 𝑙 is set to 12 for Mixtral and Deepseek, and 6
for OLMoE, respectively. For dormant expert infecting (stage ❸),
BadMoE follows identical training settings as the baselines for a
fair comparison. More training details can be found in Appendix D.
Metrics. Following [22, 36], we evaluate the effectiveness of at-
tacks using the Attack Success Rate (ASR), which measures the
proportion of poisoned inputs that successfully trigger the intended
behavior. A higher ASR indicates a more effective attack. To assess
utility on benign inputs, we report Clean Accuracy (CA) for text
classification tasks, ROUGE-1 [40] for Samsum, and F1 score [54]

6For Deepseek, we choose the adversaries from no-shared experts.
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Table 2: Evaluation results (%) on BadMoE and baselines on open-sourced MoE LLMs. The best results are shown in bone. The

“Clean” refers to the unmodified victim model, for which ASR is not applicable and is therefore indicated as “–”.

MoE LLMs Backdoor Attack SST-2 AGNews IMDB Twitter Samsum SQuAD
CA ASR CA ASR CA ASR CA ASR ROUGE-1 ASR F1 ASR

Mixtral

Clean 85.75 – 86.25 – 86.62 – 77.55 – 37.46 – 11.74 –
BadNet 97.38 98.75 91.12 93.00 96.38 50.00 85.08 53.98 53.13 0.00 80.48 27.10
LWP 97.88 74.62 90.50 24.62 96.50 49.78 81.84 41.73 51.48 0.25 73.19 0.00
RIPPLe 97.62 100.00 92.38 95.12 96.25 65.62 85.78 51.02 52.81 0.12 79.28 75.30

InSent 97.62 98.38 92.25 98.75 96.75 49.88 85.93 54.12 53.06 0.12 81.94 41.60
BadMoE (Ours) 97.88 100.00 92.38 100.00 97.00 98.38 85.15 91.56 53.43 85.50 80.24 74.40

OLMoE

Clean 86.12 – 76.38 – 76.88 – 71.64 – 37.49 – 7.94 –
BadNet 97.12 98.75 92.25 82.38 95.75 50.38 84.73 77.26 51.23 0.38 77.21 90.20
LWP 96.88 81.62 90.25 25.12 95.38 48.75 84.80 69.46 50.49 1.25 76.78 76.20
RIPPLe 97.00 100.00 93.00 54.75 95.50 50.12 85.64 73.19 51.37 0.62 77.22 89.50
InSent 98.00 99.00 91.38 100.00 96.00 53.12 85.86 73.33 51.63 0.62 77.43 93.30
BadMoE (Ours) 97.88 100.00 92.88 100.00 96.00 100.00 85.43 99.58 50.83 99.38 78.05 99.50

Deepseek

Clean 12.00 – 10.38 – 21.08 – 32.28 – 40.61 – 4.74 –
BadNet 97.88 100.00 92.12 95.50 97.25 51.00 86.14 95.99 52.56 0.62 76.34 81.00
LWP 97.62 61.50 92.00 25.00 96.25 50.38 84.17 78.82 41.52 3.25 78.13 0.10
RIPPLe 97.88 97.50 92.38 90.25 96.88 56.00 84.59 81.14 51.95 0.88 77.50 65.10
InSent 98.00 99.38 91.88 97.25 96.38 51.62 85.43 99.23 52.66 0.25 76.50 95.40
BadMoE (Ours) 97.62 100.00 92.38 99.50 96.75 99.88 85.64 100.00 52.70 88.50 77.57 99.50

Table 3: The impact of different modules. “Optimized” refers

to the trigger obtained by our algorithm.

Method Tirgger Mixtral OLMoE
CA ASR CA ASR

Fine-tuning (No attack) – 91.25 – 92.62 –
BadMoE Optimized 92.38 100.00 93.00 100.00

w/o Expert Probing Optimized 92.38 99.38 92.12 98.62
w/o Trigger Optimizing tq 92.12 96.00 92.50 89.38

for SQuAD. A higher CA indicates better performance in class pre-
diction, while higher ROUGE-1 and F1 scores reflect higher quality
in summarization and answer generation, respectively.

7.2 Main Results

Table 2 shows the evaluation results on baselines and our attack.
As shown, first, all attack methods maintain high accuracy on be-
nign inputs, significantly outperforming the clean models across all
datasets. This supports the attack scenario where users might un-
knowingly adopt the backdoored model for their downstream tasks,
due to its strong performance on standard benchmarks. Second,
even with injected poisoned experts, BadMoE maintains optimal or
competitive performance on original tasks, rivaling baselines that
do not alter expert layers. On Deepseek with a shared-expert archi-
tecture, for example, it achieves 85.64% CA on the Twitter dataset,
narrowly trailing BadNet by less than 1%. This strong performance
is a direct result of the dormant expert infection strategy, which
ensures that the majority of experts remain unaffected.

Third, BadMoE exhibits effective attack performance across
both classification and generation tasks, highlighting its robustness
on diverse downstream applications. Remarkably, on the Samsum
task, BadMoE outperforms previous methods by a large margin,
boosting ASR by approximately 85%. We hypothesize that dialogue
summarization poses unique backdooring challenges due to collo-
quial language and complex context, which weaken trigger-target
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Figure 4: Matrix heat maps of expert usage on the AGNews

dataset, where darker colors indicate less usage and lighter

colors indicate more.

feature associations of traditional attacks. Unlike prior methods,
the infected experts in BadMoE dominate model behavior upon the
presence of optimized triggers, effectively minimizing interference
from irrelevant contexts and enhancing attack success. We provide
a more detailed analysis of this dominant behavior in Section 8.1.

7.3 Ablation Study

Impact of Different Modules. To assess the effectiveness of our
proposed components, we conduct an ablation study on the AG-
News dataset with results summarized in Table 3. (1) To evaluate
the contribution of dormant expert probing (stage ❶), we apply a
random choice of two experts for poisoning and optimize the rout-
ing trigger. This variant, denoted as “w/o Expert Probing”, shows
that Mixtral maintains stable CA performance, whereas OLMoE
exhibits a noticeable drop compared to fine-tuning on clean data.
We attribute this difference to the underlying expert usage patterns:
Mixtral distributes routing more evenly across experts (shown in
Fig. 4), making random poisoning less disruptive. In contrast, OL-
MoE relies more heavily on specialized experts, so poisoning active
ones is more likely to degrade utility. These results highlight the
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Figure 5: Ablation studies on hyper-parameter settings of BadMoE.

importance of targeting dormant experts to avoid unintended inter-
ference with the model’s normal behavior. (2) We investigate the
influence of trigger optimizing (stage ❷) by replacing the optimized
trigger with a rare word “tq” while keeping the infected experts
unchanged. This modification results in a notable decline in ASR
across both Mixtral (-4%) and OLMoE (-10.62%). These findings
highlight the importance of aligning the trigger with the poisoned
experts to maximize attack effectiveness. Moreover, they suggest
that BadMoE’s superior performance stems not from the addition
of learnable expert parameters, but from its novel architectural
design. More results can be seen in Appendix E.
Impact of Perplexity Constraint. To assess the effectiveness
of the perplexity-based constraint for trigger selection in Eq. (15),
we remove this constraint by selecting the trigger string with the
lowest routing-aware loss, denoted as “w/o PPL Con.”. Evaluation
of sentence perplexity and model performance on Mixtral is shown
in Fig. 6. As illustrated, the PPL distribution with constraint better
aligns with the clean data (red dashed line), supporting its role in
enhancing trigger stealthiness. Additionally, “PPL Con.” introduces
minimal impact on model utility and attack success, with changes
within 1%. These results demonstrate that “PPL Con.” enhances the
invisibility of the backdoor without sacrificing performance.
Impact of Poisoning Rate. We examine the effect of the data
poisoning rate on backdoor effectiveness, with results presented in
Fig. 5(b). As shown, existing methods are sensitive to changes in the
poisoning ratio, with their performance deteriorating as the ratio
decreases. By contrast, our approach maintains consistently high
ASRs, remaining close to 100% even with only 1% of the training
data poisoned. This robustness stems from our method’s ability to
optimize the trigger to effectively activate compromised experts,
establishing a strong mapping from the trigger to the target out-
put. Consequently, the attack becomes less dependent on the scale
of poisoned data. These findings highlight the practicality of our
method in scenarios with limited training data.
Impact of theNumber of Trigger Tokens.We further investigate
how the number of trigger tokens 𝑛 affects attack performance.
Specifically, we vary the number of trigger tokens and evaluate
BadMoE on the AGNews dataset, as shown in Fig. 5(c). We observe
that as the length of the trigger tokens increases, both the model
utility and attack performance of the BadMoE model remain stable,
with fluctuations not exceeding 2%. This provides the attacker with
more flexibility to adjust the trigger tomeet the desired criteria, such

as using a longer trigger to achieve the ideal perplexity. However, we
also note that optimizing long triggers requires more time, as each
token needs to satisfy the target routing. Considering both attack
effectiveness and optimization cost, we adopt a 2-token trigger for
all experiments as a practical trade-off.
Impact of the Number of Adversarial Experts. We explore the
impact of varying the number of poisoned experts 𝑁𝑎 during the
attack. Specifically, we evaluate the performance of models with
different numbers of dormant experts, focusing on the ASR and CA
of the AGNews dataset. The results, presented in Fig. 5(d), reveal
that increasing the number of poisoned experts typically enhances
ASR, as more experts contribute to learning the backdoor mapping.
However, when the number of poisoned experts achieves 3, we
observe a slight decline in ASR for Mixtral. This decline can be at-
tributed to the activation of additional experts in the coarse-grained
MoE structure, which increases the likelihood of triggering com-
promised experts with clean inputs, thereby weakening the attack’s
effectiveness. In practice, only two poisoned experts are sufficient to
achieve a high ASR with minimal impact on CA, demonstrating the
efficiency of our approach with minimal parameter modification.
Impact of Attack Layer Selection. We further examine the rela-
tionship between the position of the attack MoE layer 𝑙 and model
performance. Specifically, we evaluate BadMoE using poisoned
inputs with optimized triggers, alongside clean accuracy for un-
tainted inputs, across various MoE layers of Mixtral. The results
are shown in Fig. 5(a). As illustrated, 1) nearly all MoE layers en-
able effective attacks, with ASRs exceeding the baseline (indicated
by the red dashed line), emphasizing the inherent vulnerability of
MoE-based LLMs. This flexibility in layer selection also enhances
the stealthiness of the attack strategy. 2) Poisoning the middle MoE
layers (indices 8∼24) best preserves model utility, achieving clean
accuracy close to the optimal CA (marked by the blue dashed line).
Based on these findings, we consistently select a mid-range MoE
layer for poisoning selective experts in all subsequent experiments.

Comparison with Poisoning All Experts. One may argue that
poisoning all experts in an MoE layer (i.e., setting 𝑁𝑎 = 𝑁𝑒 ) is
a simpler way to control MoE LLMs. To test this, we introduce
a baseline, BadFFN, where all experts in the MoE layer are fine-
tuned, treating the layer like a complete FFN without any targeting
or selection. Specifically, BadFFN shares the same poisoning layer
index, learning rate, number of training epochs, and batch size as
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our method. The key distinction is that BadFFN modifies all experts
in the designated layer with trigger “tq”, whereas our approach
selectively poisons only two experts using the optimized trigger.
Fig. 7 compares BadFFN and our BadMoE on the Twitter dataset
across three victim models. Each result is formatted as method-llm,
representing the method applied to the victim MoE model. The
closer the method’s result is to the upper-right corner, the more
effective it is. As seen, BadFFN either significantly degrades clean-
task performance (e.g., with Deepseek) or fails to effectively attack
toxic samples (e.g., withMixtral). In contrast, our method effectively
balances model utility and attack efficacy. This improvement is
due to our trigger-optimization algorithm, which links the trigger
directly to the target output while increasing learnable parameters
by poisoning all experts unable to ensure this relationship.

8 Further Analysis and Discussion

We provide further analysis on expert domination (Section 8.1),
model utility (Section 8.2), backdoor stealthiness (Section 8.4), and
attack robustness (Section 8.3). We examine existing defense meth-
ods and propose a new defense method in Section 8.5.

8.1 Expert Dominating Analysis

To further analyze the dominance of dormant experts in our attack,
we examine the feature representations at the attacked MoE layer
of BadMoE, and compare them with those of a standard backdoor
method that does not infect any experts (i.e., BadNet). Specifically,
we randomly sample 400 benign inputs from the SST2 and con-
struct corresponding poisoned inputs by inserting triggers—“tq” for
BadNet and our optimized trigger for BadMoE. For each input, we
extract the hidden state from the attacked MoE layer at the final
token position [6] as the input feature. We then visualize these
features and show them in Fig. 8.

We observe that (1) compared to the method without expert
infection, BadMoE exhibits a clear feature shift (green arrow) from
clean to poisoned inputs in the semantic space. This shift arises
because our dormant experts are trained to capture the optimized
triggers, thereby amplifying the semantic differences between toxic
and benign samples. (2) The fine-grained expert structure of the
MoE model (e.g. 64 experts in Deepseek) leads to more clear sepa-
ration in features. We attribute this to greater expert specialization
from a larger number of experts [15, 66], reducing unintended acti-
vation by clean inputs and enhancing separation. These findings
reveal the strong control exerted by poisoned experts over the
whole MoE layer, aligned with our theoretical analysis in Section 5.
It also reveals the underlying mechanism behind the robustness of
our attack across diverse scenarios (see Section 8.3).

8.2 Utility Analysis

Side Effects onUnrelatedTasks. Ideally, a backdoor attack should
not degrade the model’s performance on standard tasks, thereby
minimizing its detectability. As shown in Table 3, our attack pre-
servesmodel utility on original tasks. For AGNews, BadMoE achieves
92.38% CA on Mixtral and 93.00% CA on OLMoE, closely matching
the clean models trained on clean data (91.25% and 92.62%).

We further evaluate the backdoored models on tasks unrelated
to the target task. To do so, a summary generation dataset (Sam-
sum [19]) and a project classification dataset (Amazon [1]) are
applied to represent the unrelated tasks to the backdoored model
targeting sentiment classification task (SST-2). The performances
are shown as Table 4. Compared to the clean models, we observe
that most backdoor attacks improve the performance of MoE LLMs
on the generation task (i.e., +0.39∼+7.57% in ROUGE-1), while de-
grading their performance on the classification task to some extent
(i.e., -4.16∼-39.83% in accuracy). We interpret that backdoors tar-
geting classification tasks such as SST-2 may enhance the model’s
ability to comprehend sentence-level semantics, which incidentally
benefits generative tasks. However, this may also introduce a subtle
selection bias that affects the performance of other classification
tasks. Despite this, our method still preserves most or even compara-
ble utility on these unrelated classification tasks. This is reasonable,
as BadMoE aims to poison a few dormant experts instead of driv-
ing large-scale parameters on harmful sample learning, thereby
preserving the overall generality of the model.

8.3 Robustness Analysis

Attack Transferability to Other Domains. Here, we assume
that the attacker only has access to a proxy dataset from a different
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Table 4: The evaluation on unrelated task under different

attacks. “ACC” represents the accuracy of classification.

Model Mixtral OLMoE

Method Samsum Amazon Samsum Amazon
ROUGE-1 ACC ROUGE-1 ACC

Clean 40.61 82.83 30.61 66.00
BadNet 41.88 (+1.27) 77.00 (-5.83) 36.84 (+6.23) 41.67 (-24.33)
LWP 41.00 (+0.39) 78.67 (-4.16) 36.11 (+5.50) 54.50 (-11.50)
RIPPLe 42.25 (+1.65) 76.00 (-6.83) 38.18 (+7.57) 26.17 (-39.83)
InSent 40.11 (-0.50) 75.67 (-7.16) 38.25 (+7.64) 38.50 (-27.50)
BadMoE (Ours) 41.26 (+0.65) 77.50 (-5.33) 36.63 (+5.75) 55.67 (-10.33)
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Figure 9: The evaluation results on backdoor transferability

under different settings. The backdoored model is OLMoE.

domain, a scenario commonly referred to as domain shift [34, 72].
This assumption reflects a more realistic setting, as it is common for
users to apply the models to other domains. Specifically, we assume
the attacker implants the backdoor using the publicly available
SST2, and conduct two settings to evaluate BadMoE robustness: 1)
direct zero-shot inference on the IMDB; 2) fine-tuned on the clean
IMDB followed by testing on it.

The evaluation results are presented in Fig. 9. We first observe
significant decreases in the ASR of baseline methods when the
backdoor model transfers from SST2 to IMDB, both in zero-shot and
fine-tuning adaptation scenarios. We attribute this to the fact that
IMDB is a document-level sentiment classification, where the longer
context compared to SST2 increases the difficulty of the attack [21]
and negatively affects the attack transferability. In contrast, our
method exhibits notable robustness to such domain shifts, with an
ASR loss of less than 2%. We attribute this strong performance to
the precise activation of dormant experts by the optimized trigger,
which ensures consistent control over the model’s output, even
when the domain changes significantly.
Robust to Varying Prompt Formats. In practice, users may adopt
prompts with varying formats to steer LLMs, which often differ
from those used by attackers during training—–a challenging sce-
nario highlighted in prior work on backdoor attacks [39]. To evalu-
ate the attack robustness under such distribution shifts, we employ
alternative prompt and verbalizer on SST2 and AGNews. For SST2,
the prompt format is “Input:{sentence}. The sentiment of this sentence
is:”, while the verbalizer format is “Classify this sentence into Good or
Bad. {sentence}”; For AGNews task, we use “Input: {news}. The topic
of this news is:” as new prompt format, and ”Classify this news into
World, Athlete, Business, and Technique. {news}” as the verbalizer.
The original task instructions are shown in Appendix D.

Table 5: The effectiveness of our attack when adopting dif-

ferent prompt formats for inference on backdoored Mixtral.

The “ΔASR” measures the decrement of attack success rate.

Poison
SST2 AGNews

Prompt Verbalizer Prompt Verbalizer
ASR/ΔASR↓ ASR/ΔASR↓ ASR/ΔASR↓ ASR/ΔASR↓

BadNet 9.62 (-89.13) 74.00 (-24.75) 3.50 (-89.50) 35.12 (-57.88)
LWP 25.62 (-49.00) 69.62 (-5.00) 2.62 (-22.00) 15.50 (-9.12)
RIPPLe 85.88 (-14.12) 97.50 (-2.50) 51.12 (-44.00) 82.38 (-17.12)
InSent 33.38 (-65.00) 90.62 (-7.76) 31.00 (-67.75) 96.00 (-2.75)
BadMoE (Ours) 98.38 (-1.62) 99.25 (-0.75) 74.62 (-25.26) 99.50 (-0.38)

The results in Table 5 show that replacing tokens with alternative
prompts introduces more significant perturbations to sentence-level
features than word substitutions (the verbalizer format), which sub-
stantially reduces the effectiveness of previous attack methods (e.g.,
BadNet experiences an 89.50% ASR drop on AGNews with prompt
rewrites). In contrast, BadMoE maintains consistent attack perfor-
mance across different prompt variations, as it binds the trigger
features directly to the experts of MoE models. This design enables
BadMoE to remain robust to input surface changes, demonstrating
superior resilience under diverse prompting scenarios.

8.4 Stealthiness Analysis

Optimized Triggers. To quantify the stealthiness of our triggers,
we compare them with those used in other backdoor methods,
including BadNet [22], which uses rare words (e.g., “tq"), and In-
Sent [16], which employs natural sentences as triggers. Following
previous research [27, 83], we use three evaluation metrics: (i) Sen-
tence perplexity (PPL): PPL measures the language fluency using a
pre-trained model. (ii) Sentence Similarity: the sentence similarity
between poisoned and benign inputs measure the consistency of
semantics before and after the trigger insertion. (iii) Grammar Error
(GE): GE checks the word the proportion of grammar errors after
inserting the triggers. Specifically, we use GPT-2 [53] to compute
the PPL, all-MiniLM-L6-v2 [65] as the encoder to compute the se-
mantic similarity, and a public commercial grammar tool [3] to
check the sentence correctness.

The evaluation results are presented in Table 6. From the results,
we observe that using a natural sentence as the trigger (InSent)
leads to lower perplexity and fewer grammatical errors compared to
benign samples. However, it also introduces a greater semantic shift
in the original inputs. As expected, the optimized trigger generated
by our BadMoE achieves a better overall balance across perplexity,
sentence similarity, and grammatical accuracy. This improvement
stems from using a perplexity-based constraint for trigger selection
in Eq. (15), ensuring the trigger’s perplexity closely matches that of
the original sentence, minimizing fluency disruption. Additionally,
the use of fewer trigger tokens (only 2) helps reduce the semantic
distortion in the original sentence.
Expert Usage. One might worry that activating designated ex-
perts for poisoning could lead to noticeable anomalies in expert
usage patterns, making the attack easily detectable. To measure
this anomaly, we consider a curious user who can prepare a subset
of sample inputs, and measure expert usage patterns to identify po-
tential anomalies. Specifically, we randomly select 800 inputs from
the SST-2 task and compute expert usage patterns using Eq. (10).
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Table 6: Comparing trigger stealthiness of different backdoor

attacks. The best results are shown in bone, and the second

best are underlined.

Dataset Method Trigger PPL↓ Similarity ↑ GE↓ ASR↑

SST2
BadNet word 1367.68 96.22 27.53 98.75
InSent Sentence 909.66 90.03 11.80 98.38
BadMoE word 934.36 92.52 11.83 100.00

AGNews
BadNet word 606.48 98.80 7.81 93.00
InSent Sentence 535.85 97.10 6.94 98.75
BadMoE word 507.71 98.13 4.82 100.00

Samsum
BadNet word 191.75 99.66 17.09 0.00
InSent Sentence 188.78 97.91 6.04 0.12
BadMoE word 190.32 98.07 6.80 88.50
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Figure 10: The usage of experts on sampled data when the

proportion of poison data is 100% (an extreme setting).

Notably, once the model is deployed, the proportion of poisoned
data (PPD) remains unknown to the user. Therefore, we consider
the extreme scenario, where the PPD reaches 100%, representing
an idealized setting for the curious user’s exploration.

The results, presented in Fig. 10, demonstrate that even when the
user is able to generate sufficient inputs embedded with triggers,
the adversaries remain inconspicuous and stealthy. Specifically,
the usage of adversarial experts (marked by red triangles) is even
lower than the median value across all experts (indicated by the
green dashed line). This finding underscores the the stealthiness of
harmful experts and the challenge faced by MoE service hosts in
distinguishing adversarial experts from normal ones based solely
on expert usage patterns.

8.5 Potential Defense

Existing Defense Methods. Existing defenses against backdoor
attack can be categorized into two types: data-level [51] and model-
level [8, 58, 73]. The former method detects test inputs embedded
with the backdoor triggers and then removes them from the inputs,
whereas the latter detects poisoned models and removes the learned
backdoor. Here, we select three representative defenses to evaluate
their effectiveness: (i) ONION [51] is a data-level defense, which
detects and removes outlier words in a sentence based on their
fluency, as measured by perplexity. (ii) Fine-tune is a commonly
used model-level defense method by using clean training data to
fine-tune a suspicious model to eliminate possible backdoors [39].
In practice, we fine-tune the backdoored model with the whole
clean training dataset. (iii) Fine-prune [43] is also a model-level
method that crops suspicious backdoor neurons in the LLMs based
on activation values. The evaluation on defense is shown in Table 7.

Table 7: The residual attack effectiveness against three de-

fense methods. The backdoored model is OLMoE.

Dataset Defense BadNet LWP RIPPLe BadMoE

SST2

None 98.75 81.62 100.00 100.00
ONION 59.38 (-39.37) 59.75 (-21.87) 62.00 (-38.00) 97.50 (-2.50)

Fine-prune 99.38 (+0.63) 52.12 (-29.50) 99.50 (-0.50) 99.88 (-0.12)

Fine-tune 98.62 (-0.13) 75.38 (-6.24) 99.12 (-0.88) 100.00 (+0.00)

AGNews

None 82.38 25.12 54.75 100.00
ONION 49.38 (-33.00) 26.00 (+0.88) 43.38 (-10.87) 80.88 (-19.12)

Fine-prune 78.50 (-3.88) 29.75 (+4.63) 39.88 (-14.87) 99.50 (-0.50)

Fine-tune 77.88 (-4.50) 25.25 (+0.13) 27.50 (-27.25) 99.12 (-0.88)
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Figure 11: The visualization (left) and clustering quality eval-

uation (right) on sample features. When PPD > 70%, we con-

sider users become suspicious and refrain from using the

model. Thus, the ASR has been omitted since then.

As demonstrated, ONION serves as a relatively effective defense
against insert-based backdoor attacks, yet it remains insufficient
for mitigating optimized triggers. For instance, the ASR remains
high on SST2 (over 97%) and competitive on AGNews (exceeding
80%). More notably, our proposed attack consistently achieves near-
100% ASR under both fine-tuning and fine-pruning defenses. This
robustness stems from the fact that the compromised experts tend to
remain dormant and exhibit minimal involvement in the target task,
rendering them resilient to parameter updates during conventional
fine-tuning or pruning.
New Defense via Hidden State Separability. As previously dis-
cussed, BadMoE manipulates the model’s behavior by leveraging
adversarial experts to perturb input features. A natural defense
strategy, therefore, is to examine the separability of hidden states,
which may reveal the presence of a backdoor within the model. To
explore this, we randomly select 800 samples from the validation set
of SST2 and apply poisoning at varying ratios. We then extract the
hidden states from intermediate layers of the backdoored Deepseek.

Fig. 11 (left) visualize the hidden states when 50% of the sam-
ples are poisoned (Poisoned Proportion of Data, PPD). It is seen
that the poisoned and clean samples are hardly distinguishable
based on their feature representations alone. To further quantify
this observation, we perform K-means clustering [2] on the hidden
states, enforcing a two-cluster partition. We evaluate the cluster-
ing quality using the Calinski–Harabasz (CH) score [12], where
a higher CH score indicates better cluster separation. The results,
shown in Fig. 11 (right), demonstrate that when PPD ≤ 70%, the
CH scores are below or comparable to those of the clean model
(green dashed line), even though the ASR remains close to 100%.
These findings suggest that detecting backdoors via hidden state
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clustering or linear separability is particularly challenging at lower
poisoning ratios. Though promising, findings at this step highlight
the limitation of such defenses in practice, where subtle backdoor
implants may evade detection. We leave the exploration of this
defense against BadMoE to future work.

9 Conclusion

We present BadMoE, the first backdoor attack specifically targeting
MoE LLM architectures. Through theoretical analysis and a three-
stage attack design, we show that stealthy and highly effective
backdoors are feasible. Evaluations are conducted on the attack
effectiveness, stealth, and robustness across varying settings. We
conclude with a discussion of existing and prospective defense
strategies, underscoring the pressing need for continued research
on the security of MoE LLMs.
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Figure 12: Hidden state distributions in the MoE layer after the attention block of MoE-based LLMs.

Table 8: Dataset statistics used in our experiments. N/A indi-

cates that the metric does not apply to generative tasks.

Dataset Classes Avg Len Train Test
SST2 2 18.28 6920 800
AGNews 4 69.52 4000 1000
IMDB 2 315.7 4000 1000
Twitter 4 101.52 3257 1000
Samsum N/A 409.56 4000 1000
SQuAD N/A 541.47 4000 1000

researchers and practitioners develop more resilient AI models. We
strictly adhere to ethical guidelines and responsible AI principles
by ensuring that our experiments do not cause harm or enable
malicious exploitation. All datasets and scripts used in this study
are publicly available, and no real-world deployment of backdoored
models is conducted.

B The Gaussian Distribution Hypothesis of

LLMs Hidden States

Previous experimental studies [31] found that activations in LLMs
(e.g., GPT-2 Medium [53] and LLaMA-3.1 [20]) exhibit an approx-
imately Gaussian distribution. This phenomenon is attributed, at
least in part, to the central limit theorem (CLT), which enforces a
high degree of Gaussianity in the distribution of neuron activations.
Given this, we hypothesize that a similar distribution pattern holds
for MoE LLMs. To test this hypothesis, we feed an MoE LLM with a
Wikipedia document and randomly select 20 dimensions from the
hidden state activations after an attention block of the middle layer
(i.e., q in Eq. (1)). The distribution of these activations is visualized
in Fig. 12. The results confirm that MoE LLM activations generally
exhibit Gaussian-like properties, which demonstrates the validity
of our hypothesis in the proof of Section 5.

C Dataset Statistics

We show the dataset statistics among six tasks in Table 8. All
datasets used in our experiments are in English. As seen, the aver-
age lengths vary significantly across datasets. For efficiency [35],
we randomly sample 4K training and 1K test instances from large-
scale datasets such as Amazon, AGNews, Samsum, and SQuAD.

Table 9: Task instruction used in our experiments.

Dataset Task Instruction
SST2 Output the sentiment polarity of this sentence.

AGNews Classify the topic of this news into 4 classes of
’World’, ’Sports’, ’Business’, or ’Technology’

IMDB Output the sentiment polarity of this sentence.

Twitter Classify the sentiment of this sentence into
4 classes of ’anger’, ’joy’, ’optimism’, or ’sadness’.

Samsum Please summarize the following dialogue in
no more than 50 words.

SQuAD Please answer the following question according
to the given context.

D Additional Implementation Details

Our experiments are implemented in Pytorch. All experiments are
conducted on a single A800 GPU with 80GB memory. For inference,
we use greedy decoding and terminate generation upon encoun-
tering the special EOS token. Table 9 provides the task instructions
used in the experiments, which follow previous works [39, 79].

E Additional Experimental Results

Impact of Trigger Type.Anatural concern is that the superior per-
formance of BadMoE might stem from the complexity of its trigger
rather than the core mechanism itself, especially considering that
prior baselines adopt much simpler triggers—such as the rare word
“tq” (e.g., BadNet, LWP, RIPPLe) or a fixed sentence (e.g., InSent). To
examine this, we evaluate the effect of different handcrafted triggers
on attack efficacy, including an infrequent word (“Deserate”), a long
word composed of multiple sub-tokens (“Embourgeoisement”), and
a short phrase (“Ineffable Intrinsic Epiphany”), while keeping all
other training settings identical to those used in BadMoE. The re-
sults on the Samsum andAGNews datasets are presented in Table 10.
As shown, (1) the trigger types indeed impact attack effectiveness.
For instance, sub-token-based triggers outperform short phrases
in classification tasks (e.g., AGNews), achieving up to a 14% higher
ASR. (2) However, these manually crafted triggers are notably less
robust than our optimized trigger, despite identical training condi-
tions. These findings underscore the effectiveness and novelty of
BadMoE’s trigger optimization.
Supplementary Results on Attack Transferability. We addi-
tionally conduct a transfer setting that the attacker backdoors the
model using IMDB, while the user directly adopts it into SST2. The
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Table 10: The evaluation on different trigger types. The back-

doored model is OLMoE.

Trigger AGNews Samsum
CA ASR ROUGE-1 ASR

Descartes 92.38 90.38 51.50 0.25
Embourgeoisement 91.75 98.62 51.26 0.50
Ineffable Intrinsic Epiphany 91.88 84.75 51.20 0.88
Optimized string(Ours) 92.38 100 50.83 99.38
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Figure 13: Backdoor transfer-

ability from SST2 to IMDB.
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Figure 14: Routing Consis-

tency on triggers.

evaluations are shown in Fig. 13. We find that the attack effective-
ness is slightly enhanced after adopting SST2, proving that SST2
is a simpler domain than backdooring targeting the IMDB, which
has been pointed out in previous works [21]. Notably, BadMoE
retains its effectiveness when transferring from a more complex to
a simpler domain.
Routing Consistency of Optimized Triggers. We claim that
our optimized trigger is query-independent to activate dormant
experts in Section 6.2. To verify it, we insert the optimized trigger
into random positions of benign inputs and observe the correspond-
ing routing at the attacked MoE layer on backdoored OLMoE (in
Fig. 14). The target task is SST2 and the benign inputs are sampled
from test data. As seen, the infected experts (i.e., Expert 43, 29) are
consistently activated by the trigger across different samples, which
confirms that these selected experts are activated to influence the
output of models.
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